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Abstract

Some of the most prominent types of attacks against modern cryptographic implementations are side-channel
attacks. These attacks leverage some unintended, often physical, leakage of the implementation to retrieve
secret information. In recent times, a large part of the focus of side-channel research has been on deep learn-
ing methods. These methods operate in a profiled setting where a model is learned based on a copy of the
device that is being attacked. This model is subsequently used to create significantly more potent attacks
against the target. Attacks using deep learning methods can often defeat even implementations protected
with countermeasures, but as implementations become more protected, novel methods are required to suc-
cessfully generate attacks. Recently, residual neural networks have been used for side-channel attacks, and
these networks show promising attacking performance. However, these novel networks are relatively limited,
and a more thorough investigation into the construction of residual networks in the side-channel context is
required. Our contribution is a more thorough investigation into the construction of these residual architec-
tures. We explore several important factors to the construction of these models and generate insights into
various methods for this construction. The resulting architectures we find show attacking performance that
is competitive with the state-of-the-art methods across various data sets and feature selection scenarios.
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1
Introduction

The security of almost every interaction in cyberspace relies on the security of the encryption algorithms that
ensure data is private. These encryption algorithms are used everywhere, from keeping data sent across the
internet secure to authenticating payments on low-powered devices. These algorithms, like the AES and RSA,
are theoretically secure. The secret keys that the algorithms use cannot be derived from only the inputs and
outputs of the algorithms. However, the implementations of these algorithms do not always have the same
guarantees of security.

Therefore, attacks based on the implementations are separate concerns for security evaluators. Several types
of these attacks exist. In this thesis, we will focus on side-channel analysis. Side-channel analysis is a non-
invasive attack that focuses on extracting leaked information during the execution of the encryption. These
leakages can be very varied. Examples include power consumption [21], electromagnetic emanation [3],
sound [2], or cache-timings [43]. In this work, we mainly focus on side channels that use traces of elec-
tromagnetic emanation during the encryption as this corresponds to the data sets that are commonly used
[3].

There are several settings for side-channel analysis. The non-profiled setting aims to find some statistical
connection between the traces and the sensitive values generated by a key. Attacks like Correlation Power
Analysis [4] and Differential Power analysis [21] are some of the most famous examples of this. In the profiled
setting, there is a very different threat model. In this case, an adversary has access and complete control over
a copy of the device that is under attack. Having access to the secret keys allows the adversary to build a
model of the device’s behavior. This model can then be used for significantly more powerful attacks and can
break protected targets. Profiled side-channel attacks were initially introduced with the Template Attack (TA)
[6] and have since been a large part of the research surrounding SCA.

Several types of countermeasures against these attacks exist. These countermeasures are overall relatively
effective at making attacks more difficult. However, the recent introduction of deep learning techniques in
the field of profiled side-channel analysis has resulted in even protected targets being relatively trivial to break
[24]. In recent times the field of research into profiled side-channel analysis has been focused on improving
deep learning techniques. This has resulted in many works that emphasize attacking performance and the
computational complexity of attacks. Because of this focus, the effectiveness of deeper neural network archi-
tectures has mainly been left unexplored.

Therefore, our work will aim to give a more thorough investigation into whether deeper architectures can re-
sult in improved attacking performance for side-channel analysis. The motivation for this is twofold. Deeper
neural network architectures should be able to attack more complex data sets. As these networks have more
representative power, they can generate more powerful models that could perhaps defeat more complex
countermeasures. Additionally, deeper networks could prove to be more effective when traces with larger
amounts of features are used [25].

Because our focus will be on deeper networks, we also choose to use Residual networks. These ResNets are

1



2 1. Introduction

neural network architectures that include shortcut connections between network layers. These shortcut con-
nections are added because updating the weights of earlier layers in deep networks becomes difficult as the
gradient vanishes. These shortcut connections then allow the gradient to skip layers and allow the weights in
these higher layers to be trained [13]. The benefit of ResNets in this context is that the residual connections
allow deeper networks to be used without running into gradient vanishing issues. Additionally, ResNets have
been used for side-channel analysis in some recent works and show promising results [17, 46].

To draw reasonable conclusions about the effectiveness of deeper ResNets, we must first evaluate how these
networks should be constructed for side-channel analysis. This leads us to our first research question:

How should ResNets be constructed for the purpose of side-channel analysis?

Then we must evaluate when and where to use these ResNets. We can evaluate whether there are merits
to using these architectures at all, and if so, in what context using these methods is better than the current
state-of-the-art methods. This then leads us to our second research question:

In what contexts is the use of ResNets over more common CNN architectures useful?

The organization of this thesis is then as follows. First, in chapter 2 we will provide the required background
information. Then, in chapter 3, we will give an overview of the related work. In chapters 4 and 5, the research
questions will be answered. Finally, in chapter 6, we will give the overall conclusions of our work.



2
Background

2.1. Deep learning
Deep learning (DL) is a form of Machine learning (ML) where the algorithm to learn the function is a network
of interconnected layers. Over recent years the DL field has undergone massive developments. With applica-
tions in many fields, such as image recognition [42], natural language processing [9], and speech recognition
[10]. DL has proven to be a powerful method for learning various classification tasks. The driving forces be-
hind the recent DL boom have been the advances in computational power and fast implementations of DL
applications on Graphics Processing Units (GPUs), which have allowed for the training of very deep networks
to be trained [5]. Additionally, the availability of larger amounts of data allowed for networks to be trained on
larger training sets, which can greatly improve the classifying performance.

These DL algorithms are generally used to perform classification in a supervised learning setting. Super-
vised learning is a setting where a set of already labeled data is taken, and a model is created from this labeled
data to predict the labels for data that it has not seen before [7]. An example is that a model can be used on
pictures of handwritten numbers. The model is trained on already labeled pictures, and then it is tested by
feeding it other pictures of handwritten numbers to test whether it can generalize to unseen data.

This section will provide an overview of how DL algorithms are used in this project. This overview will be
given by first giving a brief overview of how DL models are trained. Subsequently, an overview of the main DL
layers used for this project will be given. Then finally, an overview of some of the main types of architectures
which will be used.

2.2. Training of DL networks
As described above, DL networks are trained using a set of training data assigned to classification labels. The
training lasts for a number of epochs. Here, one epoch is equivalent to processing all training data once. The
data is divided into batches to be processed. When the network has generated predictions for a batch, the
models’ predictions are compared to the actual labels. This comparison is made by computing a loss func-
tion. These loss functions are used to measure the errors the networks are making during classification. The
goal during training is then also to minimize the loss of the network. This is accomplished by computing the
gradient of the loss function in relation to the weights in the network. Then the weights are updated per this
gradient. The amount by which these updates are scaled is called the learning rate of the network.

Several methods for updating the weights according to the gradient, also called optimizers, have been used.
The first of these, Stochastic Gradient Descent (SGD), was developed in 1951 and updates the weights in the
direction of the gradient. Newer optimizers, like Adam [20], which we mainly use in this project, have adap-
tive learning rates and several other optimizations which result in faster convergence.

2.2.1. DL Layers
Here is a brief overview of the DL layers that will mainly be used.

3



4 2. Background

Fully connected layer: Fully connected layers are made up of a number of neurons. These neurons are in-
spired by mathematical models of the human brain [33]. A neuron has n inputs. The trainable parameters of
a neuron are the n weights that are assigned to each of the inputs, and the bias b that is added to the output.
Thus, if a neuron with bias b and weights w = (w1, w2, ..., wn) is fed an input vector x = (x1, x2, ..., xn), then the
output of this neuron is y =∑n

i=1 wi xi +b. This output y is then fed through a non-linear activation function
which results in the final output of one neuron. The output of the fully connected layer is then the list of
outputs of all of the neurons in the layer. An image of one neuron can be seen in Figure 2.1

Figure 2.1: Schematic depicting a neuron.

Convolutional layer: Convolutional layers are composed of several matrices, also called kernels or filters.
These kernels are slid across the input data to compute the output. At each position, the dot product of every
filter is taken with each of these fields, and a new filter map is constructed composed of each of these dot
products. In Figure 2.2, an example of this can be seen.

Figure 2.2: Schematic depicting operation of a convolutional layer.
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Pooling layers: A pooling layer is used to reduce the size of its inputs. This reduction is made by dividing
the input into small, possibly overlapping, fields and reducing each of these fields to a single value. Generally,
the average value of a field (average pooling) or the maximum value in a field (max pooling) is taken. Global
pooling layers take the average or maximum of the entire feature map for every channel and then return a
1-dimensional output of these averages/maximums.

Batch Normalization layer: Batch normalization layers are layers that are used to normalize the inputs of
a new layer. This normalization is done per mini-batch and allows for faster and more stable convergence of
the models.

2.2.2. DL Architectures
Here a brief description of the types of architectures used in this thesis is given.

2.2.3. Multilayer Perceptron
Multilayer Perceptrons (MLPs) are some of the most commonly used architectures used in DL [38]. MLPs
consist of an input layer, several hidden layers, and an output layer. Each of these layers is a fully connected
layer, which results in MLP architectures being relatively straightforward to implement and understand. The
main variations in MLP architectures are the number of hidden layers and the number of neurons within
these layers. Besides this, the activation function used in the hidden layers is an important hyper-parameter.
In figure 2.3, an example of an MLP can be seen.

Figure 2.3: Figure depicting an MLP with two hidden layers of five neurons.

2.2.4. Convolutional Neural Networks
Convolutional Neural Networks (CNNs) are another type of network that is very widely used [1]. CNNs are
generally made up of three main types of layers: Convolutional-, pooling-, and fully-connected layers. The
architectures consist of stacked convolutional layers and pooling layers to extract localized patterns from
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the data. The first convolutional layers are used to extract very localized patterns. An example of this is
that these layers can detect edges in images. Then later layers are used to extract patterns on a larger scale.
For example, in image recognition tasks, this could combine the edges and lines into shapes. The pooling
layers are used to reduce the dimensionality of the input features. This size reduction reduces the number
of required parameters and the computational complexity. In CNNs, the first part of the network comprises
some convolutional layers and then a pooling layer. This pattern is repeated several times. Finally, the fully
connected layers are used in the final part of the network to combine the patterns and features extracted in
the convolutional part of the network, which then results in the final classification result.

2.2.5. Residual Neural Networks

A specific family of CNN architectures is Residual Neural networks (ResNets). One of the main problems deep
CNN architectures experience is the gradient vanishing problem where weights in the earlier layers of the net-
work can not be efficiently updated using the gradient as the gradient is too small in these layers [37]. This
gradient vanishing results in the training of very deep networks to be very complex. To avoid this problem,
ResNets have shortcut connections that skip over some of the layers in the network. These shortcut connec-
tions allow the network to have many layers while still not experiencing the problem of vanishing gradients.
Often ResNets are implemented using residual blocks. These are blocks of some convolutional layers. Then
a shortcut connection is added to the output of the residual block. This connection allows the gradient to
also flow through the shortcut connection, which helps resolve the problems mentioned above of gradient
vanishing. This shortcut connection is generally realized with just a connection without any intermediate
operations or a convolutional layer with kernels of size one to match the number of filters for the addition.
Examples of typical constructions of residual blocks can be seen in figure 2.4

Figure 2.4: Typical structure of residual blocks.

2.3. Cryptography
In this section, a brief overview of cryptography will be given. Additionally, a description of the Advanced
Encryption Standard (AES) will be provided as this is the cryptographic algorithm on which the attacks in this
thesis will be focused.
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2.3.1. Brief Overview of Cryptography
The field of cryptography is a field that is focused on achieving secure communication when someone could
be eavesdropping on the information that is being communicated. To accomplish this, usually, the message
that is to be sent, or the plaintext, is encrypted using the encryption key. This encryption results in the ci-
phertext, which is sent to the recipient. Then the recipient can decrypt the ciphertext using the decryption
key. The main point here is that even if an attacker can eavesdrop on the ciphertext, they can not deduce any
information about the plaintext or the keys used, which allows for confidential data transfer.

Various schemes exist to encrypt/decrypt data in this way. Public key ciphers, like the RSA cipher [32], are
based on a system of public and private keys. In this context, a message encrypted with the public key can
only be decrypted using the private key, and a message encrypted with the private key can only be decrypted
using the public key. Another class of ciphers is the symmetric key ciphers. These ciphers use the same key
for encryption and decryption.

2.3.2. Advanced Encryption Standard
The Advanced Encryption Standard (AES) refers to a group of ciphers that were proposed in 2001 for the
NIST competition to design a new standard cipher [8]. The AES ciphers are all symmetric key block ciphers
operating on 128-bit blocks. The ciphers operate using four operations executed repeatedly over a number of
rounds. These operations are applied to the internal state, represented using a 4×4 matrix where each entry
represents a byte. The four operations are as follows:

• AddRoundKey: In this operation, the key for the round is added to the internal state.

• SubBytes: In this operation, each entry of the internal state is transformed using a cryptographic Sbox.

• ShiftRows: In this operation, the rows of the internal state matrix are shifted.

• MixColumns: In this operation, the columns of the internal state matrix are mixed using a linear trans-
formation.

Before these operations occur, the key is expanded to provide separate round keys for every round. The
number of rounds is dependent on the size of the key that is being used. The number of rounds is 10, 12, or
14 for 128-,192-, or 256-bit keys, respectively.

2.4. Implementation Attacks
For most cryptographic ciphers used today, no information about the key can be deduced using only input-
output behavior. For example, some of the best-known attacks against AES result in attacks with time com-
plexity 2126.01 [36]for full key recovery, compared to 2128 which results from enumerating all possible keys.
However, implementations of these ciphers are not necessarily as secure. An entire class of implementation
attacks aims to exploit details about the implementation of these ciphers to attack them successfully. These
implementation attacks can take different forms. Active attacks, like fault injection, aim to trigger some faulty
behavior in the processor of the algorithm [15]. These faults are then exploited to result in successful key re-
covery attacks [11]. Passive attacks, or side-channel attacks (SCA), on the other hand, only observe some leak-
age of the target device. Examples of these leakages are sound [2], cache-timings [43], or power consumption
[21].

2.4.1. Side-channel Analysis
Ever since first being proposed by Kocher et al. [21], side-channel attacks using power traces have seen a large
number of works devoted to them. Various attacks, like Differential Power Analysis (DPA) [21] and Correlation
Power Analysis (CPA) [4], have been developed. These power attacks rely on the fact that writing some value
to a register or memory during execution requires power. This power usage means that information is leaked
about this value by analyzing the device’s power usage. Generally, these attacks only attack one of the bytes
in the full key. This technique results in brute-force attacks on these key bytes as they only consist of 28 = 256
possible values. If every sub-key can then be successfully attacked, combining the resulting guesses will make
the recovery of the full-key possible. Often these attacks make use of a leakage model that is dependent on
the targeted key byte. The effectiveness of these attacks can depend heavily on whether the chosen leakage
model accurately reflects the leakage of the device that is being attacked. Commonly used leakage models are
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the Identity- (ID), the Hamming weight (HW), and the Hamming Distance (HD) leakage models. For these,
either the direct value of the leaky operation is taken or the number of ones in the binary representation of
this value.

The setting that this project is focused on is the profiled side-channel analysis. Profiled attacks are gener-
ally much more potent than their non-profiled counterparts as the adversary is assumed to have access, and
complete control, to a copy of the device they are attacking. The main workflow for profiled SCA is to take
a large number of measurements from the copied device and create a model for its behavior. The creation
of this model is generally done by labeling all measurements using the chosen leakage model. This labeling
is possible as the adversary is assumed to have access to the key on the copied device. Then, several mea-
surements are taken from the device that is being attacked. Then a set of labels for these measurements is
generated using each of the possible values for the key-bytes, and for each, the log-likelihood according to the
profile is computed. In cases of a successful attack, the correct key-byte will have the highest log-likelihood.

Creating these profiles can be seen as a supervised learning task as some number of measurements is col-
lected, labeled, and then used to learn a model to predict new measurements. Over the past years, ML and
DL approaches have become prevalent. Specifically, the DL approach has led to impressive results, being able
to successfully attack data sets that are protected by various countermeasures [12].

2.4.2. SCA Metrics
As discussed before, ML approaches for profiled SCA have proven very successful. However, accuracy and
loss, metrics that are often used in standard classification tasks, are not necessarily great indicators of how
successful an attack will be [30]. While excellent accuracy scores or loss values indicate a successful attack,
this is not required. Models that perform slightly better than random guessing can also generate successful
attacks. Therefore, models in profiled SCA are usually evaluated on metrics related to the correct key’s rank.
Here, the rank of the correct key is the number of key candidates that have a higher log-likelihood than the
correct key. Generally, metrics are computed using a relatively large number of attacks on random subsets of
the full attacking set to accurately depict real-world performance. More formally, we define the vector gSa as
a vector of key guesses ordered by the log-likelihood of each key. Here Sa ⊂ Na is a subset of the full attacking
set Na . Then we define the index gSa (k) as the index of a key candidate k. The three main metrics that are
used are:

• Success rate: Success rate (SR) is the fraction of attacks that result in the correct key having key rank 1.
This is defined as SR(Na) = Pr [gSa (k∗) = 1]. Here Pr [x] is the probability of x occurring. Generally, we
estimate this over 100 attacks.

• Guessing Entropy: Guessing entropy (GE) is the average key rank over a number of attacks. This is
defined as GE(Na) = E(gSa (k∗)), where E is the mean function. Generally, we estimate this over 100
attacks.

• NoT: The NoT (Number of traces) metric refers to the number of measurements that are required to
reduce the GE to a value lower than two. This is defined as mi n{|Na |} for which GE(Na) < 2. The NoT
metric estimates how many measurements are required to recover the key.

2.4.3. Countermeasures
Countermeasures have been developed to break the statistical connection between the sensitive intermedi-
ate values and the traces. There are two main classes of countermeasures.

Masking countermeasures are meant to ensure the information about the sensitive value is spread out over
various intermediate computations. The implementation of masking countermeasures is often done by
adding or multiplying parts of the sensitive values with random masks. First-order masking schemes only
have one mask, and higher-order schemes have more parts to the mask, ensuring attacks have to learn to
predict all of these shares. An example of a masked substitution operation can be: SBox[pi ⊕ki ]⊕ rout . Here
⊕ is an xor operation. Computing the Sbox in this way makes sure that the sensitive value SBox[pi ⊕ki ] is
not directly used and therefore does not leak directly. To determine this value an attacker now has to retrieve
both the leaked SBox[pi ⊕ki ]⊕ rout and the mask value rout .
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Hiding countermeasures, on the other hand, try to hide the signal. Hiding the signal can be done in the ampli-
tude domain by adding noise to the signal, resulting in noisier measurements, which increases the difficulty
of the attacks. Hiding countermeasures can also be done in the temporal domain, ensuring that leakages of
sensitive values do not always occur at the same time during the computation and are therefore harder to
locate in the traces. An example of this is introducing delays that take a random amount of time, at random
moments, during the computation.

These countermeasures make attacks more complicated and can provide necessary resistance against
side-channel attacks, but they also come at a cost. This cost can be a performance cost; random delays during
computation make the computation take longer. It can also be an implementation cost as adding additional
operations during the computation makes the circuits more complicated and expensive. These costs result
in a need to find minimal countermeasures that still provide adequate security.

2.4.4. Data Sets
ASCAD Database
The ASCAD database [3] provides data sets on a protected implementation of AES. The sensitive value that is
attacked for these implementations is generally the output of the first SBox. The ASCAD database provides
traces measured on an implementation of AES for the ATMega8515. This implementation was protected with
a first-order masking scheme around the SBox which can be described as:

SBox[pi ⊕ki ]⊕ rout

Here pi and ki represent the i’th byte of the plaintext and the key respectively.rout represents the additive
mask.

Two versions of this data set are provided. The first has 50,000 training traces and 10,000 attacking traces.
All of these traces were measured with the same key and random plaintexts. These traces are 100,000 samples
long, and the authors have provided a pre-selected window of 700 samples for attacking the third key byte for
comparisons of attacks. We refer to this version as ASCADf.

The second has 200,000 training traces and 100,000 attacking traces. The profiling traces were measured
with random keys and plaintexts, and the attacking set has a fixed key to facilitate attacks. These traces are
250,000 samples long, and the authors have provided a pre-selected window of 1,400 samples for attacking
the third key byte for comparisons of attacks. We refer to this version as ASCADr.

AES_HD
The AES_HD data set provides an unprotected hardware implementation of AES. The data set was measured
on a Xilinx Virtex-5 FPGA. Overall, the data set contains 100,000 traces with 1250 features each. As the imple-
mentation is on hardware, there is significantly more noise present than is the case for the ASCAD data sets.
Another difference is that a very different leakage model is used for AES_HD. The writing of the output to the
register in the final round is attacked:

InvSbox[Ci ⊕k∗]⊕C j

Here Ci and C j are two ciphertext bytes, and the relationship of i and j is based on the inverse ShiftRows
operation. Generally, we use i = 16 and j = 12, as this is one of the easier bytes to attack. Additionally, we use
the hamming distance of this resulting operation.





3
Related Work

In recent times the research around profiled SCA has evolved from standard machine learning techniques
[14] to the deep learning domain [3, 19, 24]. The focus of recent works has been chiefly on CNN architectures
[3, 19, 44], but recently ResNets have been used and show promising performance [17, 46].

3.1. Model Optimization in SCA
Ever since CNNs were first used for SCA [24], a large number of works have investigated improvements that
could be made to deep learning models for SCA. Benadjila et al. [3] introduce the ASCADf data set to bench-
mark DL methods in SCA. They also test several types of DL architectures and find that VGG-like architectures
provide the best performance for SCA.

The work of Kim et al. [19] looked at incorporating lessons learned in other domains which have similar,
1-dimensional data structures. They find that the VGG-like architectures used in speech recognition can pro-
vide top performance for SCA. Additionally, Kim et al. explore methods for adding artificial noise to training
data to regularize the neural networks, which provides additional performance benefits.

Then, Zaid et al. [44] propose a methodology for creating minimal CNN architectures for specific data sets.
These minimal CNNs result in top performance across several of the most common public data sets in SCA.
In addition to the performance improvement these architectures provide, they are also significantly less com-
putationally intensive to train than the architectures used previously.

The use of these architectures resulted in a need to find optimal hyper-parameter configurations. The ef-
fects of using various optimizers [27], loss functions [18], weight-initializers [22], and pooling layer configu-
rations [40] were investigated. Furthermore, several methods for automatic optimization hyper-parameters
were proposed. Using the previously mentioned investigations and model construction guidelines from [44],
the search space for random search and grid search was limited greatly. The use of Bayesian Optimization
for choosing hyper-parameters has also proven to be an effective method for finding hyper-parameter con-
figurations that have strong performance [41]. Another option for searching for the best architectures and
hyper-parameters is reinforcement learning [31]. The use of ensembles of randomly configured models has
also been shown to have excellent results and is less reliant on finding optimal hyper-parameters [28]. These
methods train larger amounts of small models with varying hyper-parameters and then either take the best
performing of these models in the case of hyper-parameter optimization or combine the top-performing
models into a larger ensemble.

These works that focus on automatic hyper-parameter tuning often rely on running a considerable amount
of models to find the optimal candidate. These approaches are not always feasible when larger networks are
used, as the time required to train the models will become prohibitive.

Other works in the field of SCA have focused on tackling issues that arise in profiling SCA. To tackle the class
imbalances that arise when using the Hamming Weight leakage model Picek et al. [30] use SMOTE to balance
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classes. Zhang et al. [45] proposed a novel evaluation metric that also serves as a loss function. These meth-
ods result in better performance than other approaches when using the HW leakage model.

3.2. Larger Amounts of Features
One of the places where larger architectures could be useful is when traces with a larger amount of features are
used. The work of Lu et al. [23] looks at scenarios where the raw measurements of software implementations
of AES are used. In this scenario, no pre-processing is applied, and the raw traces, consisting of hundreds of
thousands or even millions of features, are fed directly to the DL models. Lu et al. use very deep (for SCA)
networks that utilize attention mechanisms, and these networks result in great attacking performance on the
tested data sets.

Perin et al. [29] also investigate the effects of using larger amounts of features. They test these effects by
using larger amounts of features around the pre-selected windows for ASCADf and ASCADr, and also sub-
sampling the raw traces for both of these data sets. They use random search to optimize the architectures
and find that very small architecture can still yield very strong performance in scenarios with large amounts
of features.

Finally, Masure et al. [26] attack data sets that have greater numbers of features than is common. Masure
et al. attack an implementation of AES that uses code polymorphism as a countermeasure. Because of this,
the window in which sensitive operations could occur becomes very large, which results in large amounts
of features. Masure et al. developed adapted architectures from Kim et al. [19] to deal with this increased
amount of features.

3.3. ResNets in SCA
Recently, some works have explored the use of ResNets in SCA. Zhou et al. [46] investigate the effects of
misalignment of traces on the performance of DL methods. This work presents a ResNet architecture with
promising performance on the ASCADF data set. However, the presentation of this architecture is not entirely
clear, and for most of the results, proprietary data sets have been used. As such, reproducing the presented
results is not straightforward, and how is unclear.

Another work that utilizes a ResNet architecture is the work of Jin et al. [17]. Here, Jin et al. propose us-
ing an attention mechanism that aims to make the network focus on the important features. The achieved
results are similar to other state-of-the-art results, but the motivation for the use, and construction of the
ResNet, is fairly limited.

Finally, Masure et al. [25] use a ResNet architecture to attack the new ASCADv2 data set. In this work, the
attacks are executed with some knowledge of the masks during profiling, and a multi-label approach is used
to limit the time required to train separate networks for each sub-key. The argument for using a ResNet, in
this case, is that the amount of features is too large for conventional CNNs to work. The results here are hard
to compare to the state-of-the-art as no other DL attacks against the data set have been published.

3.4. Research Questions
In recent times, the usage of ResNets for SCA has been becoming an interesting new research direction. How-
ever, investigations into the construction of architectures have not been conducted as far as we can find.
This problem is made more apparent because the automatic hyper-parameter searching techniques that
have been recently gaining popularity in the SCA field are not necessarily as feasible for ResNets as train-
ing large amounts of ResNets takes considerable computational resources. Additionally, clear investigations
on whether to use ResNets over conventional CNNs and, if so, in what circumstances, have not yet been done.

This then leads us to our research questions: How should ResNets be constructed for the purpose of side-
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channel analysis?
We then decompose this research question into three sub-questions:

• How should the residual blocks be constructed in the context of side-channel analysis?

• What number of residual blocks should be used for specific data sets in side-channel analysis?

• How do the models we arrive at compare to the ResNet models in other recent works that use ResNets?

Then our second research question, which aims to address the question of when the use of a ResNet
architecture is advisable over the more commonly used CNN architectures:

In what contexts is the use of ResNets over more common CNN architectures useful? We then split this
into two sub-questions:

• How does the performance of our ResNets compare to the state-of-the-art for some common public
data sets?

• Can ResNets be used to create deeper networks that allow attacks on raw traces of software implemen-
tations that have very high numbers of features?





4
Construction of ResNets for SCA

In this chapter, we will explore several different ResNets in the context of SCA. The goal of this is to be able to
give general recommendations on the construction of ResNets for SCA. To generate these recommendations,
we will first look at several different ways of constructing residual blocks. After gaining insights into how
residual blocks should be constructed for SCA, we will explore how deep these ResNets should be. Finally, we
will compare the ResNets that we arrive at with the ResNets that are used in recent works [17, 46].

4.1. Motivation
The primary motivation for exploring the construction of ResNets in SCA is that there have not been any thor-
ough investigations into how to construct ResNets for SCA in the literature. As our goal is to answer whether
using ResNets for SCA is a viable alternative to the smaller CNN architectures currently used, we need to pro-
vide architectures that represent how ResNets can perform in the SCA domain. Extensive experimentation is
necessary here as the previous works using ResNets in SCA do not explain why the architectures they used
had been chosen.

To be able to develop these architectures, we focus on two essential factors. Firstly, the residual block con-
struction is a central part of a ResNet. These blocks form the basis for how a ResNet functions, but there are
no clear indications of how to construct these for SCA. The three works using ResNets for SCA all approach
this factor differently. Masure et al. [25] use a block that has two convolutional layers and uses convolutional
stride to reduce the feature map size. Zhou et al. [46] also use convolutional stride, but they use three con-
volutional layers and include batch normalization. Finally, Jin et al. [17] use a block with two convolutional
layers and use pooling layers to reduce the feature map size. Jin et al. also use a novel attention mechanism
in their blocks. Because of these different approaches and the limited motivation that underlies each, making
well-motivated choices regarding how a residual block should look for SCA is pivotal.

Determining how deep a network should be is also vital. While the need for residual architectures is only
really present when networks become deeper, the works in SCA previously [17, 46] do not utilize very deep
architectures. Overall, the state-of-the-art architectures in SCA are relatively shallow [44], and it is, therefore,
unclear whether we should limit the depth of our ResNets. To generate insights into this, we need to evaluate
networks of varying depth experimentally. Conducting these experiments will allow us to conclude how deep
these networks should be and whether it is even necessary to include residual connections if the added depth
is not helpful.

In this chapter, we will aim to provide insights into how to construct ResNets for SCA effectively. We will
execute extensive experiments to show that the resulting architectures are representative of the performance
of ResNets for SCA. This will then allow us to compare the performance of ResNets to other state-of-the-art
methods and draw conclusions about how useful ResNets can be for SCA in Chapter 5.
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4.2. Residual Block Construction

To determine how residual blocks should be constructed for SCA, we will take several residual block con-
structions and test these on the ASCADf. We determine an initial set of residual block constructions based on
recent works in SCA [17, 25, 46]. Additionally, we will look at the blocks inspired by Inception-Resnet [35]. All
of the blocks we test here can be seen in Figure 4.1.

The architecture used for the tests is also significantly deeper than the usual architectures used in state-of-
the-art SCA [31, 44]. We made this choice as one of the main motivations for using ResNets is that they can
be made deeper than conventional CNN architectures without experiencing gradient vanishing issues.

4.2.1. Experimental Setup

The data set we use for the initial experiments is the ASCADf data set. We attack the first Sbox output of the
second byte as this is the first protected byte. The features we use are the pre-selected window of 700 features.

We use the maximum number of residual blocks possible while still halving the feature map size in each
block. This decision results in us using log2(700), rounded down to 9 blocks, which amounts to 18, or 27,
convolutional layers. We use stride 2 in either pooling or convolutional layers, and the kernel size is 11. The
number of filters in the convolutional layer of the i’th block is mi n(2i−1,256). We use the Adam optimizer
with a cyclic learning rate schedule [34] with a maximum learning rate of 1e-3. These hyper-parameters were
chosen based on the state-of-the-art in SCA [3, 44]. We chose to do this as these hyper-parameters are pre-
sumed to be ’good enough’, and we consider a search for optimal hyper-parameters out of scope for this work.
An overview of the network that we use for these experiments can be seen in Figure 4.7.

All networks were trained for 100 epochs with a batch size of 50. For training, 50,000 traces were used, 5,000
were used for validation, and 5,000 were saved as an attacking set. During all epochs, the validation loss and
the number of traces required to get to GE < 2 on the validation set were tracked, and the models that had
the best result on validation loss and the NOT metric were saved and used to execute attacks. Additionally,
five models were trained for every configuration and all results presented in this chapter are averaged across
these five runs. We average the results from several runs as there is a fair amount of variability in the perfor-
mance of the models. Therefore, running the models only once was not deemed sufficient to get an accurate
view of what does and what does not work well.

4.2.2. Results

The first experiments we ran were to determine what types of blocks should be used. The blocks that can be
seen in Figure 4.1 were all tested according to several parameters. The final attacking performance, the at-
tacking performance of the best model according to validation loss, and the evolution of both the validation
loss and the number of traces to reach GE < 2 were tracked.

In Figure 4.2 the attacking performance of all the models can be seen. Here we can see that all models, except
the three-layer model without pooling, can generate models that successfully attack the ASCAD data set. The
attacking performance in the final model is also significantly worse than the performance of the best model,
which means some over-fitting occurs. This can also be seen in Figure 4.3. Here we see that the performance
of the models initially improves in both metrics. After several epochs, the performance then starts decreas-
ing. This over-fitting occurs as the number of trainable parameters is fairly high for the data set as we chose to
use deeper models to represent the targeted use case for ResNets better. We mitigate this by saving the model
weights from the epoch that achieves the best validation loss.

The main distinction we see in performance is that the models using pooling for reducing the feature map
size perform significantly better than their respective counterparts that reduce the dimensions using convo-
lutional stride. This result is in line with previous works in the construction of CNNs for SCA where pooling
layers were used [19, 44]. Additionally, it can be seen that the inception model and the two-layer model both
perform better than the model using three convolutional layers in their residual blocks.
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(a) Inception block with pooling for down-sampling (b) Inception block with stride for down-sampling

(c) Two layer block with pooling for down-sampling (d) Two-layer block with stride for down-sampling

(e) Three-layer block with pooling for down-sampling (f) Three-layer block with stride for down-sampling

Figure 4.1: The six types of residual blocks used for testing
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(a) Attack performance of the models after 100 epochs (b) Attack performance of models achieving best validation loss.

Figure 4.2: Attacking performance of both the final model and the model that had the best validation loss

(a) Evolution of NOT metric on the validation set over epochs. (b) Evolution of validation loss across first 40 epochs.

Figure 4.3: Evolution of early stopping metrics across epochs

4.3. Pre-activation and Batch Normalization
To better understand what types of constructions for residual blocks function best in the context of SCA,
we also test the addition of some common mechanisms from image recognition. We limit the tests of these
additions to the two residual blocks that function best in the tests described above: the inception block with
pooling and the two-layer block with pooling. The mechanisms we test are pre-activation [13], where we
add an activation function before the first convolutional layer of the residual block, and batch normalization
layers [16], which we add after each activation layer. The resulting blocks can be seen in Figure 4.4. Here, the
experimental setup is identical to the experimental setup for the various block constructions.

4.3.1. Results
As can be seen in Figure 4.5, the addition of pre-activation and batch normalization layers does not make a
great difference in terms of attacking performance. All of the different models seem to perform approximately
the same. Additionally, we see that the difference either of these additions makes in the speed of the conver-
gence and in terms of the amount of over-fitting is fairly minimal in Figure 4.6. Here we see that, on average,
all of these models show approximately the same behavior. They first improve the attacking performance
quite rapidly in the first 20-30 epochs, and subsequently, the performance worsens.

4.4. Depth of Residual Networks
This section aims to answer our second sub-question: What number of residual blocks should be used for
specific data sets in side-channel analysis? To answer this sub-question, we will investigate how different
numbers of residual blocks work for attacking the ASCADf data set. These experiments will allow us to rec-
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(a) Block with added batch normalization layer.
(b) Block with added pre-activation layer.

Figure 4.4: Residual blocks used for testing with additional layers.

ommend the number of residual blocks useful for ResNets in SCA.

4.4.1. Experimental Setup
The experimental setup is generally the same as the setup used to investigate what block construction was
best. We use the two-layer block with batch normalization, and all hyper-parameters are the same. The main
difference is that we limit the number of residual blocks, and in the last residual block, we use a GlobalAver-
agePooling layer instead of a standard AveragePooling layer. We made this choice to ensure that the feature
map size is still reduced to similar sizes for the various depths.

4.4.2. Results

(a) The GE results for networks of varying depths with weights from epoch
with best validation loss.

(b) The final GE results for networks of varying depth.

Figure 4.8: GE results for networks of varying depths.
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(a) Attack performance of two-layer block (b) Attack performance of Inception block

Figure 4.5: Attacking performance of both the final models with the addition of Pre-activation(pa) and Batch normalization(bn).

(a) Evolution of NOT metric during training of the two-layer block. (b) Evolution of NOT metric during training of the inception block.

Figure 4.6: Evolution of early stopping metrics across epochs with the addition of Pre-activation(pa) and Batch normalization(bn).

(a) Evolution of the validation loss during training of residual networks of
varying depths limited to the first 40 epochs.

(b) Evolution of NOT metric during training of residual networks of varying
depths.

Figure 4.9: Evolution of early stopping metrics across epochs for blocks of varying depths.

From the results in figure 4.8, we can see fairly clearly that too few residual blocks can result in the attacks
becoming significantly less powerful. Models with fewer than seven residual blocks do not result in success-
ful attacks consistently on the ASCADf data set. The models with only four residual bocks seem unable to
improve over random guessing at all, while the models with five and six residual blocks sometimes seem to
result in successful attacks. Then, the models with more than six residual blocks show approximately the
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same performance when stopped early and for the final models. These models can consistently generate
successful attacks with similar performance across the board.

From figure 4.9, we can also see that there is no significant difference between networks with seven through
nine residual blocks. All of these networks seem to converge at similar epochs, and we note that there is no
need to use more than seven residual blocks for this data set. In Figure 4.9a we do see that models with nine
residual blocks result in slightly lower validation loss, but this does not result in improved attack performance.

4.5. Discussion
The main point that we can conclude from our results is that the construction of the residual block is an es-
sential factor in terms of the attacking performance and the consistency of the attacks. We note that with
deeper ResNets, it seems advisable to use pooling to reduce feature map size as opposed to convolutional
stride, which is in line with the earlier findings around state-of-the-art CNNs. We postulate that this is be-
cause when convolutional stride is used, specific patterns might be skipped over in the convolutions. Skip-
ping these patterns can result in specific leakage points being missed entirely, resulting in worse performance.

Additionally, we see that the use of more than two convolutional layers in a residual block harms the perfor-
mance of ResNets for SCA. In further experiments, we see that both batch normalization and pre-activation
do not seem to improve the performance of the networks. The training overhead induced by the addition
of either of these layers leads us to conclude that it is preferable not to use them. We note that this limited
difference may be due to the relative simplicity of the ASCADf data set, and we do not rule out that these
techniques may be useful when considering better-protected data sets.

Furthermore, we find that making these networks deeper results in better attack performance. There is a
limit, which seems to arise about two residual blocks from the maximum amount of residual blocks that can
be used. This result differentiates our work from other recent works on architecture design, which focus on
limiting the depth of the network and then finding optimal hyper-parameters [44]. It is also remarkable that
the deeper networks perform significantly better than, the shallower architectures, as the hyper-parameter
setups we employ are optimized for the smaller architectures of Zaid et al. [44]. This leads us to believe that
there could still be significant improvements to the hyper-parameter setups of our networks which could re-
sult in even better performance.

Our results differ a fair amount from the other ResNets that have been used in SCA. The final architectures
that we arrive at have significantly more residual blocks than both of the works that also attack the ASCADf
data set [17, 46] which both use three. Our final residual block construction is similar to the one used by Jin
et al. [17], but it does not include the attention mechanisms they used. Finally, the architecture presented by
Masure et al. [25] is similar but uses convolutional stride to reduce the feature map size as opposed to pool-
ing. In part, these differences can be attributed to varying data sets. However, as we tested all the residual
blocks from these works, we postulate that perhaps even for these different data sets, our work can be ben-
eficial. For example, the attacking results of Masure et al. [25] could probably be improved by using pooling
layers over convolutional stride.

Another note is that we used a data set with a relatively small 700 feature window for the attack. We chose
this window as it is a standard scenario for SCA DL attacks and limits the computational overhead during this
more exploratory phase of our work. However, the architectures here are not necessarily being constructed
for the much larger feature intervals that we will explore later. This limitation is somewhat mitigated by the
fact that we do use deeper architectures. A more extensive exploration of larger feature selection windows
can be found in Chapter 5.

In this chapter, we show that deeper ResNets can be effectively used for SCA. Additionally, we provide in-
sights into the construction of these architectures. We show that using more than two convolutional layers
per residual block negatively affects the attack performance. Furthermore, we see that using pooling to re-
duce the feature map size is better than using convolutional stride. Finally, we show that using more residual
blocks does help the performance of the models for SCA up to a point. Our experiments show that using
more than seven residual blocks does not improve performance. If we generalize this, when a data set has x
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features, using ⌊log2(x)⌋−2 residual blocks seems advisable as using more results in some additional com-
putational overhead while, in our experiments, not improving performance.
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Figure 4.7: Network setup for tests of various residual blocks





5
Comparison with State-of-the-art

This chapter will answer our second research question: "In what contexts is the use of ResNets over more
common CNN architectures useful?". We will first aim to answer this by comparing our ResNets with state-
of-the-art CNNs on some standard public data sets. In addition to this, we will also compare them to the
ResNets that were previously used for SCA. These results will give us insights into how good our ResNets are
compared to other DL methods. Secondly, we will explore various feature selection scenarios as presented in
[29] to see whether the ResNets architectures perform well when more features are used.

These experiments will let us see whether there are merits to using ResNets over CNN models in standard
SCA scenarios. Additionally, the experiments in various feature selection scenarios will generate insights into
the usability of ResNets when there are more features.

5.1. Motivation
The primary motivation for running various experiments compared to the state-of-the-art methods is that
we need benchmarks to answer whether ResNets provide a viable alternative to other DL methods in SCA.
We must first select what methods to compare to our networks to do this. As our networks are singular archi-
tectures, it makes sense to compare them to other state-of-the-art network architectures. However, in recent
works in DL for SCA, the focus has not necessarily been on improving individual architectures but rather on
finding automated methods that run a large number of models with varying hyper-parameter setups to find
a model that performs best. To give a better overview of how our networks stack up to the architectures that
have been optimized for specific data sets, we take state-of-the-art architectures from Zaid et al. [44] as a
point of comparison for the ASCADf and the AES_HD data sets. For the ASCADr data set and the various
feature selection scenario we explore for both ASCAD data sets, we chose to compare our results to the model
search strategies, as in these scenarios, the top results are from model search strategies [29, 41] and ensemble
models [28].

The motivation for which data sets we test against is also relevant. Firstly, we test our networks again on
the ASCADf data set because it has been the primary benchmark for DL methods in SCA over the past years.
As we developed our architectures with experimental results from this data set, we also test the larger ASCADr
data set to make sure our networks are not specific to one data set. In both of these cases, we attack the same
implementation. To further investigate the effects of differing amounts of profiling traces, we also do some
experiments with data augmentation by adding gaussian noise to the traces, based on the work of Kim et al.
[19], as this allows us to vary the amount of artificial traces for ASCADf. As this is a masked software imple-
mentation, and we focus on the Identity leakage model for both of these data sets, it was also interesting to
see how our networks perform in a very different scenario. Therefore we provide some tests on the AES_HD
data set. With all of these data sets and the various feature selection scenarios, we should be able to conclude
how well these ResNets can perform for SCA.
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5.2. Experimental Setup

The experimental setup for the ASCAD data sets is similar to the one used in the previous chapter. We use
50,000 and 200,000 profiling traces for ASCADf and ASCADr respectively. For both data sets, we use 5,000
traces for validation and 5,000 traces for attacking. As the main goal in this section is to compare, we also use
the standard pre-selected windows of 700 and 1400 features. We run the training with 0.5, 1, and 2 times the
standard 50,000 number of artificial traces for the data augmentation tests. For ASCADf we also attack the full
100,000 feature set. We do this by using all the 100,000 traces directly as in [23], but we also attack re-sampled
versions of the data, as in [29], to limit the computational overhead somewhat. With this re-sampling, we
reduce the number of features tenfold. We also do this re-sampled attack against the ASCADr data set. For
the AES_HD data set, we use 50,000 traces for profiling and 12,500 traces for both validation and attacking.
We use all 1,250 available features.

Our hyper-parameter setup for the ASCAD data sets is the same as in the previous chapter. Additionally, we
save the model weights that result in the best validation loss during training. In addition to the experiments
on the standard interval, we also attack larger intervals of varying sizes around the optimized intervals. These
experiments are used to evaluate the impact of more features on the performance of our ResNets and are
based on the work of Perin et al. [29]. The hyper-parameter setup for the AES_HD data set is also the same as
the one used for the ASCADf data set other than the fact that we used a kernel size of 2 instead of 11, as this is
a data set that is based on a hardware implementation.

The number of residual blocks that we used for each data set depended on the number of features. As we
concluded in Chapter 5 we take ⌊log2(num_features)⌋−2 residual blocks for any particular scenario. In ad-
dition, as the ASCADr set is a lot larger than the ASCADf set and as such, we make the fully connected part
larger. In this case, we use two dense layers with 200 neurons each instead of 10 neurons each.

Finally, to compare our models to the state-of-the-art, we take the best-performing model out of five training
runs. We run five models as models are often inconsistent and do not always all converge, and in the works
we are comparing against, the best case performance is often showcased.

5.3. Experimental Results

This subsection will present the results for the various data sets. We first look at both of the ASCAD data sets
and various scenarios associated with these. Then, we look at the AES_HD data set.

ASCADf

On the standard, 700 feature interval of ASCADf, our attacking results are relatively good, as can be seen in
Figure 5.1. In Table 5.1, we see that our results are significantly better than the results of some other ResNets
that have been used for SCA. It should be noted here that the results of Zhou et al. show their ResNet as
working, but when we train the presented model, it does not result in successful attacks. In comparison with
state-of-the-art CNNs, our methods perform a fair bit worse. In addition, our ResNet models take signifi-
cantly longer to train.

When we start using more features, the attacking results improve a lot. This improvement is because the
sensitive values are leaked at several points which are outside the original interval, which can be seen in Fig-
ure 5.3. These additional leakages allow the model to learn to predict the intermediate values more accurately
as it has additional leakages that it can use.

In Figure 5.2, we see that the addition of noisy features without too much additional information does impact
the performance of the networks quite a bit. The number of traces required for successful attacks increases
from 1,500 to 2,500 features. As additional leakages are included in the sets with more than 3,000 features,
the attacking performance improves again. We see that at 3,500 features, the attacking performance is best.
Then the additional features do not result in significantly worsened attack performance when more features
are added after the 3,500 feature mark.
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Figure 5.1: GE results for our ResNet on ASCADf

Our Resnet Zhou et al. [46] Jin et al. [17] State-of-the-art CNN [44]
Nr. of traces for GE = 1 160 >2,000 552 83

Table 5.1: Comparison of various different architectures on ASCADf

When we then compare our results to the state-of-the-art hyper-parameter search strategies from [29], we
see that our attacking results are a bit worse for every amount of features. In Table 5.2 we see that the attacking
performance is initially pretty similar at 1,500 features. When the amount of features is then increased, we see
that the performance of our ResNets initially deteriorates while both the CNNs and the MLPs show improved
performance. When we then hit 3,500 features, we see that the performance of all of the models is relatively
similar. The attacking performance is best for all models when the set with 3,500 features is used.

(a) Best validation NoT across several feature selection scenarios (b) Best validation loss across several feature selection scenarios

Figure 5.2: Best values of metrics across several feature selection scenarios for ASCADf
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Nt. of features Nr. of residual blocks ResNet CNN [29] MLP [29]
700 7 160 80 58

1,500 8 36 ≈ 40 ≈ 30
2,000 8 64 ≈ 35 ≈ 20
2,500 9 86 ≈ 25 ≈ 15
3,000 9 42 ≈ 10 ≈ 10
3,500 9 6 4 4
4,000 9 10 ≈ 5 ≈ 5
4,500 10 9 ≈ 5 ≈ 5
5,000 10 10 ≈ 5 ≈ 5

Table 5.2: Comparing the number of traces required to reach GE = 1 at various feature selection scenarios to the results of Perin et al. [27]
for ASCADf

Then, we look at the best models utilizing data augmentation in Figure 5.4. Models stopped early all
have about the same attacking performance, but we see some more overfitting when more augmented traces
are used. Additionally, the performance of models using the augmented traces is better than the original
performance on the ASCADf data set, but the difference is minimal.

(a) Best final model attack performance.
(b) Best model performance of best model weights according to validation

loss.

Figure 5.4: Performance of best models trained with augmented data.

Finally, when we attack the full feature set of ASCADf we see some more surprising results. For both the
re-sampled and the raw traces we find that our networks cannot generate successful attacks. As can be seen
in Figure 5.5, for both of these cases we see that our networks cannot improve over random guessing at all.
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Figure 5.5: Attack performance of models attacking both raw and re-sampled traces.

ASCADr
When we then proceed to look at the ASCADr data set we see some similar results. Firstly, when we look at
the GE results of our network we see that the attack performance is quite good. In Figure 5.6 we see that our
networks can successfully attack the data set in 47 traces. As can be seen in Table 5.3 this is in line with the
state-of-the-art methods in SCA. The ensemble methods used in [28] outperform our network, but the model
search strategies employed in [29] perform a bit worse.

Figure 5.6: GE results for our ResNet on ASCADr
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Our Resnet Ensemble [28] Model search CNN [29]
Nr. of traces for GE = 1 47 ≈ 30 80

Table 5.3: Comparison of various different DL methods on ASCADr

When we look at the various feature selection scenarios for ASCADr, we see some minor differences from
the results with ASCADf. In Figure 5.4, we see that the attacking performance is not negatively affected by
the addition of non-informative noisy features as it is for ASCADf. It seems that with the larger training set
of ASCADr, noisier input data is less problematic than in cases where the amount of training data is more
limited. We see that as additional leakage points, as can be seen in Figure 5.7, get added to the feature set, the
attacking performance consistently improves.

Nr. of features Nr. of residual blocks ResNet CNN [29] MLP [29]
1,400 8 47 80 58
1,500 8 34 ≈ 190 ≈ 140
2,000 8 37 ≈ 170 ≈ 140
2,500 9 37 ≈ 80 ≈ 140
3,000 9 29 ≈ 40 ≈ 130
3,500 9 21 ≈ 20 4
4,000 9 14 ≈ 10 ≈ 10
4,500 10 9 8 ≈ 10
5,000 10 8 ≈ 10 ≈ 15

Table 5.4: Comparing the number of traces required to reach GE = 1 at various feature selection scenarios to the results of Perin et al. [27]
for ASCADr

When we then compare to state-of-the-art methods in Table 5.4, we see that the results of our networks
are almost always slightly better than the hyper-parameter search strategy of Perin et al. [29]. The gap is
initially quite significant as the attacking performance of the models’ search strategies seems to suffer from
the addition of noisy features, while our ResNets do not. From 3,000 features upward, this gap closes, and the
performance of our ResNets is comparable to both the CNNs and the MLPs.

Finally, when we look at attacking the full feature set for ASCADr we again see that our networks are
perhaps not suited for attacking these. In Figure 5.8, we can see the attacking results which do not improve
over random guessing.
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Figure 5.8: Attack performance of models attacking re-sampled traces of ASCADr

AES_HD
For the AES_HD data set, we see that our results are comparatively worse than in the cases of the ASCAD
data sets. In Figure 5.9, we can see the guessing entropy results of our residual network. The network can
successfully recover the key in approximately 4,100 traces. As can be seen in Table 5.5 this is worse than the
ResNet of Jin et al., as this network can recover the key in about half the traces. On the other hand, it is better
than the state-of-the-art CNN of Zaid et al..

Figure 5.9: GE results for our ResNet on AES_HD
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Our Resnet Jin et al. [17] State-of-the-art CNN [44]
Number of traces for GE = 1 4,100 2,100 6,060

Table 5.5: Comparison of various different architectures on AES_HD

5.4. Discussion
Overall the attacking performance of our ResNet models is relatively good. We see that competitive attacking
performance with state-of-the-art CNNs is achieved across various feature selection scenarios. Only on the
complete feature set of ASCADf and ASCADr do we see attacking performance that is very different from the
state-of-the-art methods. It is also of note that a singular architecture, which only varies in the number of
residual blocks that are used across these scenarios, is comparable to random search methods that result in
varying model architectures and hyper-parameter configurations. Additionally, we take the best results out
of five runs of our models, while in the cases with automated hyper-parameter tuning, a very large number of
architectures are tested, and only the best performance is used. We see that the performance of our ResNet
models for ASCADf is slightly worse than the state-of-the-art. However, when there are more traces to be used
for profiling for ASCADr, we see that the deeper ResNet models can perform on par with, or even better than,
the state-of-the-art. Additionally, when we look at the AES_HD data set, we see that our models outperform
the model of Zaid et al. [44] that was specifically made for this data set. This is surprising as our models were
initially constructed for a very different data set and, with only minimal adjustments to hyper-parameters,
were able to compete with the state-of-the-art models for AES_HD.

When we then compare our results with other ResNets that have been used in SCA, we see that our mod-
els perform a lot better on the ASCADf data set. The model that was used by Zhou et al. [46] does not seem
to be able to launch successful attacks at all. The model of Jin et al. [17] does perform relatively well on the
ASCADf data set, but it is not as good as our model. When we look at the AES_HD data set, we do see that the
model of Jin et al. is very competitive with the state-of-the-art and outperforms our model by quite a large
margin.

Our results show that these deeper networks are viable for use in SCA. As far as we can find, only Lu et al.
[23] use networks that are of similar depth to attack SCA data sets, and even in this case, the primary mo-
tivation for this was the fact that large feature sets were used. In this work, we show that, contrary to the
main trend in DL SCA, deeper networks can be used to achieve state-of-the-art performance on the ASCAD
database. The fact that our ResNets perform better on the ASCADr set than on the ASCADf set leads us to
reaffirm the need for deeper networks to break more complicated targets. For these original data sets, it is
unnecessary to use these deep architectures to attack successfully, but in cases where smaller architectures
are not successful, deep ResNets could be used.

An additional consideration is that all of the results presented here have almost identical hyper-parameter
configurations. We see that our models provide state-of-the-art performance without needing too much
hyper-parameter tuning. In the case of ASCADr, we see that the performance of our network compares to
the ensembles of Perin et al. [28], and is better than other state-of-the-art model search strategies [29, 31, 41].
Additionally, the comparison to these state-of-the-art techniques is not entirely fair. These methods rely on
the training and evaluation of hundreds of models, which comes with a high computational cost. In this
chapter, we see that our models can achieve similar performance without the need for computationally in-
tensive hyper-parameter searches.

Additionally, the models we provide converge more consistently than those that often result from these searches.
The small model architectures, which result from hyper-parameter search strategies, often do not achieve
their state-of-the-art performance when initialized with a different random seed. This consistency is impor-
tant to consider as it greatly simplifies the evaluation process. If a model almost always converges, we only
have to consider doing one or perhaps two training runs. In contrast, if a model is inconsistent, we may need
to train it dozens of times to assess a device’s security.

Furthermore, as data sets become more complex, our deeper ResNets can be a useful alternative to model
search strategies. We postulate that for these newer data sets, like ASCADv2 [25] and AES_HD_mm [39], our
networks can provide state-of-the-art results after some tuning of the hyper-parameters. As we have seen
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great results with our networks in cases where we see larger amounts of training data, we presume that this
should also hold for these newer data sets.
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Figure 5.3: The SNR of all 5,000 used features for ASCADf with the standard 700 features in the middle.

Figure 5.7: The SNR of all 5,000 used features for ASCADr with the standard 1,400 features in the middle.
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Conclusion and Future Work

In this section, we will provide a conclusion to this thesis. We will first discuss the answers to our main
research questions. Subsequently, we will address the limitations of this work and what future work we think
should be done to explore the use of ResNets for SCA further.

6.1. Research Questions
RQ 1: How should ResNets be constructed for the purpose of side-channel analysis?
In chapter 4 we experimentally worked on finding ResNets that have solid attacking performance for SCA.
Finding these ResNets was done by first exploring the construction of the residual blocks that we use. We
identified six types of residual blocks that should be tested based on other recent works in the SCA com-
munity surrounding ResNets. These were then all tested on the ASCADf data set. These experiments were
performed using a significantly deeper architecture than the architectures typically used for SCA, as deeper
architectures are the context where ResNets could be useful. With these experiments, we find that residual
block constructions similar to the ones used by Jin et al. [17] perform best.

Additional tests were also performed with various additions to the residual blocks. Batch normalization layers
and pre-activation mechanisms were added to both the two-layer block and the inception block and again
tested on the ASCADf data set. We show that these mechanisms do not provide significant improvements to
the attacking performance of the networks. The additional computational costs for these mechanisms then
result in the conclusion that they are not helpful additions for our ResNets for the currently used data sets.

Finally, we looked at how deep we should make the architecture. The main thing we explored is the num-
ber of useful residual blocks. We tested networks with varying depths on the ASCADf data set. With these
experiments, we find that adding residual blocks does help the attacking performance of the ResNets (up to
a point). The fact that deeper models perform better than smaller models is an exciting finding as most re-
search in SCA since the work of Zaid et al. [44] has focused on using minimal amounts of convolutional layers.
We conclude that the ResNet performance is best when the number of residual blocks is at most two smaller
than the maximum amount that can be used based on the amount features.

In conclusion, we find architectures that are very different from the ResNets that were previously used in
SCA [17, 46]. Our architectures are significantly deeper but also use fewer filters in the initial layers, leading
to the relatively low computational cost of training our networks.

RQ 2: In what contexts is the use of ResNets over more common CNN architectures use-
ful?
In chapter 5 we compare our networks’ attacking performance to the other ResNets used in SCA and also
the state-of-the-art DL methods currently being employed in SCA. We first look at data sets and intervals
commonly used in the SCA field. Here we see that for the ASCADf with the standard 700 feature interval,
our networks outperform the other ResNets used in SCA. The attacking performance of our network is also
relatively close to the state-of-the-art network of Zaid et al. [44]. When we then look at the ASCADr data
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set with the standard 1,400 feature interval, we see that the performance of our network is in line with the
state-of-the-art ensemble models of Perin et al. [28]. We also note that on this data set, we outperform other
state-of-the-art model search methods using reinforcement learning [31] and grid/random search [29].

Subsequently, we also explore various feature selection scenarios for both the ASCADf and the ASCADr data
sets. This was done to investigate whether our ResNets perform better with more features. We take larger
feature windows surrounding the standard features and test the ResNets on several windows. We find that
for ASCADf we are again a bit worse than the model search results of Perin et al. [29]. For ASCADr however,
our results are a fair bit better across the board. These variations in the performance lead us to conclude that
ResNets are not better at handling larger amounts of features when compared to MLPs and CNNs.

These results then lead us to conclude that these ResNets are not strictly better than the smaller models that
have been used in SCA in recent years. We see that the ResNets achieve attacking performance similar to the
state-of-the-art with minor variations in the architecture across various feature selection scenarios and data
sets. Additionally, while the ResNets are computationally more intensive to train than the individual models
used in the state-of-the-art methods, these methods often require the training of many of these models to
achieve their best performance. This then leads us to conclude that ResNets can provide a useful alternative
to the state-of-the-art in all explored SCA scenarios.

6.2. Contributions
• In this thesis, we propose novel ResNets specifically made for SCA data sets. These architectures are

significantly deeper than the other state-of-the-art network architectures currently used for SCA.

• We explore several variations of residual blocks and find the best versions to use experimentally. We
conclude that using convolutional stride seems significantly less effective than pooling layers. Addi-
tionally, we see that using at most two convolutional layers per residual block is best for attacking SCA
data sets.

• We provide insights into how deep these residual architectures should be to provide improved attacking
performance. This conclusion is not in line with the current trend in the research community to only
use relatively shallow architectures. It makes it clear that deeper architectures should be considered for
future works.

• We show our architectures provide competitive attacking performance with the state-of-the-art DL
methods on various public data sets. Our architectures perform on par with the state-of-the-art model
search strategies while requiring only minimal hyper-parameter tuning.

6.3. Limitations and Future Work
One of the main limitations of this thesis is that we only explore a limited set of hyper-parameter configura-
tions. We chose to limit our search of optimal hyper-parameters and instead set these to some ’good-enough’
values based on literature. This was done as the focus of this work was to explore how to construct residual
architectures for SCA. We note that the hyper-parameter values that we used were found to be optimal for
smaller architectures by Zaid et al. [44]. However, our architectures are very different, and as such, it could
be the case that better setups can be found. As our results were already competitive, we did not attempt to
further improve these ’good-enough’ hyper-parameter setups. However, in future work, this is an interesting
area to explore.

Another limitation of our work is that we did not attack data sets that have employed various hiding counter-
measures. From previous work, it seems that our architectures should be able to attack data sets with these
countermeasures as architectures that employ similar VGG-like structures have been used for this [19]. As
such, this could be an interesting direction for future work.

Other directions for future work could be to attack newer data sets with more countermeasures. For ex-
ample, the ASCADv2 data set with higher-order masking schemes and shuffling countermeasures could be
an attractive target as it has not yet been broken in a black-box threat model. Another data set that could be
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explored is the AES_HD_mm data set. This data set is similar to the AES_HD data set as it is a hardware im-
plementation that leaks in the HD leakage model, but it also implements a masking scheme making it more
difficult to attack.
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