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Preface

When I first learned about reinforcement learning I was intrigued by this idea of enabling machines to learn in
the way that humans and animals learn. I was overwhelmed by the seemingly infinite number of possibilities
that reinforcement learning would offer the world. After all, the fact that in theory you only need to tell a
machine what its goal is, after which it will autonomously learn how to reach that goal, means that you can
practically teach a machine anything, without even requiring much engineering knowledge.

Writing this thesis, however, made me realise that making a complex controller based on reinforcement
learning does indeed require extensive knowledge of the dynamics of the controlled system - not only to
perform sound validation, but also to get the controller to work properly in the first place. Furthermore, it
requires a lot of trial and error, which then again often needs very little engineering knowledge.

However, being able to use knowledge of flight dynamics to understand the behaviour of a reinforcement
learning agent that tries to control the Flying V was also what made this thesis so enjoyable. The Flying V,
with its unconventional configuration, was the perfect platform for these thought experiments. Moreover, I
believe that showing what the Flying V can do in terms of controlled flight is important, as it helps to generate
support for this aircraft that plays a fundamental role in the transition to more sustainable flight.

I would like to thank my supervisor Erik-Jan for stimulating me to continue searching for possible causes
when the controllers I developed for this research would not work, and for providing many useful insights. I
would also like to sincerely thank him for always keeping up to date on my thesis, for always making time to
give advice when I asked for it, and for being flexible. Furthermore, I would like to thank my co-supervisor
Yifei for offering suggestions for improving my report. Lastly, thanks to Juul and my parents for supporting
me during the busy times of performing this thesis research.

The field of reinforcement learning is continuously evolving, with more sample-efficient, stabler, and
more explainable algorithms being published frequently. I hope you enjoy reading this thesis and encour-
age you to use it as inspiration to investigate the usefulness of other, perhaps better reinforcement-learning
algorithms for flight control, or on any type of flight control for the Flying V.

W.J.E. Völker
Delft, June 2022
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1
Introduction

Why is researching flight control of the the Flying V relevant and why is it a good idea to use reinforcement
learning for it? This introduction will try to give an answer to these questions in section 1.1 by providing
background knowledge on the Flying V and reinforcement learning and explaining the problems faced in the
development of the Flying V. Thereafter section 1.2 will motivate the choice for offline learning and thereby
narrow down the scope of this research. Section 1.3 lays out the aim and the research questions that served as
a guide for the literature review and experimental research described in this report. Finally section 1.4 gives
the outline of the chapters that follow this introduction.

1.1. Motivation
Aviation is responsible for 3.5% of the human impact on climate change - measured in amount of radiative
forcing - or even 5% if the effect of cirrus cloud enhancement is taken into account [53]. As global flight
traffic is projected to increase with 4.3% annually [1], while average fuel burn of new commercial jet aircraft
decreases by only 1% annually [101], novel solutions are needed.

Aircraft’s fuel burn and thereby its climate impact can be reduced by improving operations, propulsion
systems and airframe designs. In terms of improving propulsion systems electrification of short flights seems
feasible. The low specific energy of batteries compared to fuel makes electrification of longer-range aircraft -
which cause roughly two-thirds of CO2 emissions [40] - unrealistic in the medium term however [46]. Liquid
hydrogen has a higher specific energy than batteries and is therefore a better energy carrier for longer-range
aircraft, but it suffers from a lower volumetric energy density than both batteries and jet fuel, thereby com-
plicating on-board storage [29].

Although novel propulsion systems are part of the long-term solution to aircraft’s climate impact, a more
realistic solution for longer-range aircraft may be to improve their airframe design, by increasing aerody-
namic efficiency and decreasing structural weight. Aerodynamic efficiency gains (measured by the increase
in lift-to-drag ratio) seem to have reached an asymptote though [58], which may mean that the the traditional
tube-and-wing airframe is approaching its limits [59]. Therefore, a rethink of the tube-and-wing airframe is
needed.

The Flying V is a novel aircraft concept that may enable a step change in aerodynamic efficiency. The
V-shaped aircraft concept proposed by Benad [9] of the Berlin University of Technology and Airbus in 2015
promises a lift-to-drag ratio 25% higher than conventional wide-body commercial passenger aircraft [32].
Like other flying wing designs the Flying V realises aerodynamic efficiency gains mainly by having a smaller
wetted area for a given payload than tube-and-wing aircraft, as for flying wings providing lift, trimming the
aircraft and accommodating the payload are all performed by the same integrated component. Moreover, the
the Flying V promises to have a lower structural weight than comparable tube-and-wing aircraft [9].

Despite several promising studies on flying wings over the past century, none have made it to market as
commercial passenger aircraft. Doubts on the stability and control of flying wings are an important factor
hindering acceptance [100]. To ensure stable, controlled and thereby safe flight an automatic flight control
system (AFCS) may be a solution. However, the design of an AFCS is difficult for novel aircraft, as no off-
the-shelf modelling and design tools are available and thereby accurate simulation models are hard to obtain
and control design cannot rely on standard methods and software tools. Furthermore, the flight dynamics
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2 1. Introduction

of novel aircraft often involve non-linearities, which are particularly hard to model and control. This means
that conventional control design - which is usually based on linear control theory - is not likely to provide an
adequate solution, as it requires an accurate simulation model for initial gain tuning and its ability to control
a plant with non-linear dynamics is limited.

This research proposes the application of reinforcement learning (RL) - a bio-inspired method based on
the principle of learning through interaction with a potentially unknown environment - to automatic flight
control of the Flying V. RL methods have several attractive properties that make them promising for AFCS
design, especially for novel aircraft. Firstly and most importantly, RL methods are well suited to systems for
which no (accurate) model is available. An RL agent may learn without any prior knowledge of the plant dy-
namics, thereby allowing online learning, on the real system. Alternatively an RL agent may learn offline with
a simulation model and subsequently generalise the learned behaviour to the real world. If learning takes
place in simulation a function approximator such as a deep artificial neural network that is robust to model
uncertainties may be integrated in the RL method. And secondly, an RL agent with function approximation
may find a solution to a problem that involves non-linear and complex plant dynamics, even if the designer
does not know the general shape of a solution a priori.

1.2. Choice for offline learning
An AFCS based on RL for the Flying V may learn offline, online or both. The preferable option is not obvious
and the choice of an RL method depends on whether learning happens online or offline. Online learning has
as its main advantages that it does not require a model of the plant dynamics and that it allows adaptation to
environmental and dynamic changes. Online RL methods for flight control are usually some form of adaptive
critic design, or ACD (also known as adaptive dynamic programming or ADP), as are all online RL methods
treated in this introduction (see [68] for an overview of the main families of ACDs).

Successes in the application of RL to low-level flight control go back to the beginning of this millennium.
These first successes were applications of ADP methods to simulation models, specifically direct neural dy-
namic programming to an Apache helicopter model [31], dual heuristic programming to a business jet model
[34] and (action-dependent) dual heuristic programming to an F-16 model [90]. For the development of the
AFCSs presented in these studies an initial offline learning phase was required and therefore a model of the
plant dynamics.

Later Zhou et al. [103, 104] showed that simple reference tracking tasks can be learned fully online by
developing versions of ADP algorithms that increase sample efficiency by learning an incremental model of
the plant online (IDHP and iADP-OP). Fully online learning of more complex control tasks is a subject of
ongoing research and recent experiments such as the work by Lee and Kampen [54] show promising results.
However, the failure rates reported in state-of-the-art literature on online RL such as [54] indicate that online
RL methods are currently not mature enough to meet regulatory requirements, if they were to be used to
develop a baseline controller for commercial passenger aircraft. Moreover, validation of a flight controller
that learns online is hard. Predicting the way the controller will adapt to unforeseen circumstances is after all
inherently difficult.

Occasional failures and unclear validation methods of an AFCS for the Flying V would not contribute to
the acceptance of flying wings, which is one of the aims of this research. Therefore, this research will use
an offline-learning approach. Offline learning has as its main advantages that it can handle more complex
control tasks and involves no danger of trying unsafe control signals during the learning phase. As offline
learning requires no restrictions on the safety of control signals tried during learning and as offline learning
allows for a larger amount of samples to be collected than online learning, a wider variety of RL methods is
available. A particularly promising family of RL methods that may not be sample-efficient enough for online
learning for flight control, but do show state-of-the-art performance on a wide variety of complex problems
(such as the game of Go [76]) is the family of deep reinforcement learning (DRL) algorithms. A comprehensive
introduction to DRL can be found in [35], but the essentials are also introduced in the present report.

The amount of literature on DRL for fixed-wing flight control is limited, but the available literature shows
promising results. An example of a state-of-the-art DRL algorithm applied to flight control is [14], in which
a controller based on proximal policy optimisation (PPO) outperforms a PID-controller. The flight controller
is applied to a small, unmanned tailless aircraft. More recently [24] showed that with soft actor-critic (SAC) a
successful AFCS can be designed for coupled manoeuvres, such as a 40-degree-bank climbing turn.

An important downside of offline learning is that the adaptive nature of RL is not exploited. Whereas an
RL controller that continually learns online (or switches on when a failure is detected) can adapt its behaviour
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when a control failure occurs or a discrepancy between the simulation model and reality exists, an offline RL
controller has to rely purely on behaviour learned in simulation. However, Dally [24] showed that with SAC
a robust controller can be designed, which can generalise behaviour learned in simulation to, for example,
failure cases and biased, noisy sensors that it has not experienced in simulation. A more in-depth exploration
of the opportunities and challenges of DRL for flight control through a review of published literature is part
of the present report.

1.3. Aim and research questions
The Flying V serves as an excellent platform for stability-and-control research of flying wings as passenger
carriers, as its performance is promising and previous modelling efforts at Delft University of Technology
allow the developing and testing of an AFCS in simulation. This research sets out to contribute to the accep-
tance of flying-wing designs by investigating a solution for automatic flight control of the Flying V based on
the latest developments in the field of RL. Specifically, this research will propose an automatic altitude con-
troller based on DRL algorithm TD3 and test it on a 6-degree-of-freedom simulation model of the Flying V.
The following research questions will guide both this research’s literature study and the experimental phase.

The main research question of this thesis is:

“How can an automatic altitude control system that is robust to aerodynamic-model uncer-
tainties be designed for the Flying V, by using a deep reinforcement learning algorithm to au-
tonomously learn altitude control?”

The sub-questions that will together provide the answers to the main research question are:

1. What reinforcement-learning method is most promising for flight control of the Flying V?

(a) What are the problem characteristics that dictate the choice of method?

(b) Based on the identified problem characteristics, is learning online or offline more suitable?

(c) What is the preliminary knowledge of reinforcement learning required to make an informed choice
among existing reinforcement-learning algorithms?

(d) What are the most promising state-of-the-art algorithms for the learning setting (online or offline)
determined from question 1(c)?

(e) How can these algorithms solve flight-control problems that involve coupled, non-linear dynam-
ics?

(f) How robust are these algorithms to uncertainties?

2. How can the reinforcement-learning method determined from research question 1 be implemented on
a simulation model of the Flying V to demonstrate RL flight control for the Flying V?

(a) What existing simulation model of the Flying V is most suited for this research?

(b) How can the states and control signals defined in the simulation model of the Flying V be used to
formulate the states and actions in a reinforcement-learning problem?

(c) How can the reward function be defined?

(d) How can the controller be structured, i.e. cascaded or not, to exploit the ability of RL to learn a
complex task with minimal input from the human expert?

(e) How can a training strategy be devised that increases sample efficiency and ease of implementa-
tion?

(f) How do the hyperparameter settings affect learning efficiency and stability?

(g) Are the available computational resources sufficient?

3. How well does the implemented flight control system perform on a nominal simulation model of the
Flying V?

(a) What metrics are most suited to characterise performance?
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(b) How does the flight control system compare to a flight control system that is based on a different
method?

4. How robust is the implemented flight control system to changes in the simulation model of the Flying
V?

(a) How well does the nominal flight control system perform on the "real system", i.e., an altered
version of the simulation model of the Flying V that is used to simulate a sim-to-real transfer?

(b) How well does the nominal flight control system perform under measurement noise or bias?

(c) How well does the nominal flight control system perform in response to various shapes of altitude-
reference signals?

(d) How well does the nominal flight control system perform if initial flight conditions deviate from
the nominal (trimmed) initial flight conditions?

1.4. Report outline
The body of this report starts with part I, which consists of a scientific paper that presents the research
methodologies, results and discussion of the main research phase of this thesis. Thereby the scientific pa-
per presents a single-loop automatic altitude controller for the Flying V, based on TD3. The scientific paper is
followed by part II, which includes a literature study and a preliminary analysis. Readers who are less familiar
with reinforcement learning are advised to read 2 and 3 first, before reading the scientific paper. Section 2
covers the fundamental knowledge of reinforcement learning, as well as several state-of-the-art model-free
algorithms, from which the most promising algorithms are identified. Chapter 3 discusses how state-of-the-
art model-free algorithms can be applied to flight control, treating several challenges and opportunities of
implementing these algorithms. Readers who are less familiar with the Flying V are advised to read chapter 4
before reading the scientific paper, which gives an overview of past and present research on simulation and
control of the Flying V and thereby analyses the tools available and the knowledge gaps. Part II ends with a
preliminary analysis of a TD3 agent in a simple environment in chapter 5, to empirically discover the func-
tion of TD3’s hyperparameters and gain practical experience with implementing TD3. Then, part III follows
with additional results from the experimental research phase, which were not included in the scientific paper.
Finally, part IV, chapter 8, ends this report by summarising the answers that this report provides to several of
the research questions presented in section 1.3 and providing recommendations for further research.
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Scientific paper*

*This paper has been submitted to AIAA SciTech 2023

and is currently under review.
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Twin-Delayed Deep Deterministic Policy Gradient for altitude
control of a flying-wing aircraft with an uncertain aerodynamic

model

Willem Völker∗
Faculty of Aerospace Engineering, Delft University of Technology, Delft, 2629HS, The Netherlands

Recent research on the Flying V - a flying-wing long-range passenger aircraft - shows that
its airframe design is 25% more aerodynamically efficient than a conventional tube-and-wing
airframe. The Flying V is therefore a promising contribution towards reduction in climate
impact of long-haul flights. However, some design aspects of the Flying V still remain to be
investigated, one of which is automatic flight control. Due to the unconventional airframe
shape of the Flying V, aerodynamic modelling cannot rely on validated aerodynamic-modelling
tools and the accuracy of the aerodynamic model is uncertain. Therefore, this contribution
investigates how an automatic flight controller that is robust to aerodynamic-model uncertainty
can be developed, by utilising Twin-Delayed Deep Deterministic Policy Gradient (TD3) - a recent
deep-reinforcement-learning algorithm. The results show that an offline-trained single-loop
altitude controller that is fully based on TD3 can track a given altitude-reference signal and is
robust to aerodynamic-model uncertainty of more than 25%.

I. Introduction

Aviation is responsible for 3.5% of the human impact on climate change - measured in amount of radiative forcing -
or even 5% if the effect of cirrus cloud enhancement is taken into account [1]. As global flight traffic is projected to

increase with 4.3% annually [2], while average fuel burn of new commercial jet aircraft decreases by only 1% annually
[3], novel solutions are needed.
Airframe designers conventionally decrease fuel burn of next-generation aircraft by increasing aerodynamic efficiency

and decreasing structural weight through optimisation of current-generation airframe designs. Aerodynamic-efficiency
gains (measured by the increase in lift-to-drag ratio) seem to have reached an asymptote though [4], which may mean
that the traditional tube-and-wing airframe is approaching its limits [5]. Therefore, a rethink of the tube-and-wing
airframe is needed.
The Flying V is a novel aircraft concept that may enable a step change in aerodynamic efficiency. The V-shaped

aircraft concept proposed by Benad [6] of the Berlin University of Technology and Airbus in 2015 promises a lift-to-drag
ratio 25% higher than conventional wide-body commercial passenger aircraft [7]. Like other flying wing designs
the Flying V realises aerodynamic efficiency gains mainly by having a smaller wetted area for a given payload than
tube-and-wing aircraft, as for flying wings providing lift, trimming the aircraft and accommodating the payload are all
performed by the same integrated component. Moreover, the Flying V promises to have a lower structural weight than
comparable tube-and-wing aircraft [6].
Despite several promising studies on flying wings over the past century, none have made it to market as commercial

passenger aircraft. Doubts on the stability and control of flying wings are an important factor hindering acceptance
[8]. To ensure stable, controlled and thereby safe flight an automatic flight control system (AFCS) may be a solution.
However, the design of an AFCS is difficult for novel aircraft, as no off-the-shelf modelling and design tools are available
and thereby accurate simulation models are hard to obtain and control design cannot rely on standard methods and
software tools. Furthermore, the flight dynamics of novel aircraft often involve non-linearities, which are particularly
hard to model and control. This means that conventional control design - which is usually based on linear control theory
- may not provide an adequate solution, as it requires an accurate simulation model for initial gain tuning and its ability
to control a plant with non-linear dynamics is limited.
This research proposes the application of reinforcement learning (RL) - a bio-inspired method based on the principle

of learning through interaction with a potentially unknown environment - to automatic flight control of the Flying V. RL
methods have several attractive properties that make them promising for AFCS design, especially for novel aircraft.

∗MSc Student, Control and Simulation Research Group, Delft University of Technology, willem.volker@gmail.com
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Firstly and most importantly, RL methods are well suited to systems for which no (accurate) model is available. An
RL agent may learn without any prior knowledge of the plant dynamics, thereby allowing online learning, on the real
system. Alternatively an RL agent may learn offline with a simulation model and subsequently generalise the learned
behaviour to the real world. If learning takes place in simulation a function approximator such as a deep artificial neural
network that is robust to model uncertainties may be integrated in the RL method. And secondly, an RL agent with
function approximation may find a solution to a problem that involves non-linear and complex plant dynamics, even if
the designer does not know the general shape of a solution a priori.
Fully online learning of more complex control tasks is a subject of ongoing research and recent experiments such

as the work by Lee and Kampen [9] show promising results. However, the failure rates reported in state-of-the-art
literature on online RL such as [9] indicate that online RL methods are currently not mature enough to meet regulatory
requirements, if they were to be used to develop a baseline controller for commercial passenger aircraft. Moreover,
validation of a flight controller that learns online is hard. Predicting the way the controller will adapt to unforeseen
circumstances is after all inherently difficult.
Occasional failures and unclear validation methods of an AFCS for the Flying V would not contribute to the

acceptance of flying wings, which is one of the aims of this research. Therefore, this research will use an offline-learning
approach. Offline learning has as its main advantages over online learning that more complex control tasks can be
learned and the danger of trying unsafe control signals during the learning phase is not present. As offline learning
requires no restrictions on the safety of control signals tried during learning and as offline learning allows for a larger
amount of samples to be collected than online learning, a wider variety of RL methods is available. A particularly
promising family of RL methods that may not be sample-efficient enough for online learning for flight control, but do
show state-of-the-art performance on a wide variety of complex problems (such as the game of Go [10]) is the family of
deep reinforcement learning (DRL) algorithms.
The amount of literature on DRL for fixed-wing flight control is limited, but the available literature shows promising

results. An example of a state-of-the-art DRL algorithm applied to flight control is [11], in which a controller based on
proximal policy optimisation (PPO) outperforms a PID-controller. The flight controller is applied to a small, unmanned
tailless aircraft. More recently [12] showed that with soft actor-critic (SAC) a successful AFCS can be designed for
coupled manoeuvres, such as a 40-degree-bank climbing turn.
An important downside of offline learning is that the adaptive nature of RL is not exploited. Whereas an RL

controller that continually learns online (or switches on when a failure is detected) can adapt its behaviour when a
control failure occurs or a discrepancy between the simulation model and reality exists, an offline RL controller has to
rely purely on behaviour learned in simulation. However, Dally and van Kampen [12] showed that with SAC a robust
controller can be designed, which can generalise behaviour learned in simulation to, for example, failure cases and
biased, noisy sensors that it has not experienced in simulation.
The contributions of this paper are the following. Firstly, this paper presents an assessment of the robustness of a

flight controller based on TD3 to uncertainties in the aerodynamic model of the Flying V. Secondly, this paper provides
an indication of the usefulness of TD3 for flight control of an aircraft for which the aerodynamic model is uncertain.
Finally, this paper presents the first application of RL to the Flying V. Therefore, the methods presented in this paper
may serve as a starting point for further research into RL for flight control of the Flying V.
To investigate whether an AFCS based on TD3 is indeed robust to aerodynamic model uncertainties an altitude

controller was developed. Hereby control was fully based on TD3, without inner-loop PID control. Moreover, the
controller was structured as a single loop, in order to investigate the ability of TD3 to learn the nonlinear and coupled
dynamics associated with altitude control. An additional reason for using a single control loop was to exploit the
ability of an RL agent to autonomously learn a task, with minimal input based on domain knowledge from the human
control engineer. To the best knowledge of this author this research represents the first application of a model-free DRL
algorithm for single-loop altitude control of a passenger aircraft. The offline-trained altitude controller was tested on a
flight-simulation model of the Flying V that simulated varying levels of aerodynamic-model uncertainty. The effect of
model uncertainty on the altitude-tracking error was then used to evaluate the robustness of an AFCS based on TD3 to
aerodynamic-model uncertainty.
The paper is structured as follows. Section II describes the algorithm behind TD3, the modelling and simulation

methodology used to simulate the Flying V, and the methodology used to train a TD3 agent offline for flight control of
the Flying V. Section III shows the responses and errors corresponding to simulations of the trained TD3 agent for the
nominal Flying-V model, as well as the model with simulated aerodynamic-model uncertainty, sensor noise and altered
initial conditions. Finally section IV presents the conclusion of the present research.
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II. Methodology
This section introduces the methodology used to produce the results in this paper. Firstly, subsection II.A introduces

the reinforcement-learning algorithm, TD3, used to develop the altitude controller. Secondly, subsection II.B introduces
the controlled system: the Flying V and its flight-simulation model. Thirdly, subsection II.C describes how altitude
control for the Flying V was formulated as a reinforcement-learning problem. Fourthly, subsection II.D presents the
settings of the hyperparameters and other parameters used to train a TD3 agent for altitude control. Lastly, subsection
II.E describes how aerodynamic-model uncertainty, sensor noise, and altered initial conditions were modelled.

A. Twin-Delayed Deep Deterministic Policy Gradient
Twin-Delayed Deep Deterministic Policy Gradient or TD3 is a state-of-the-art model-free DRL algorithm for

continuous action spaces introduced by Fujimoto et al. [13] in 2018. As TD3 is based on predecessor algorithm Deep
Deterministic Policy Gradient (DDPG), published by Lillicrap et al. [14] in 2016, this section starts with an introduction
to the fundamentals of DDPG.
While conventional policy-gradient methods use a stochastic policy to ensure sufficient exploration, Deep Determin-

istic Policy Gradient (DDPG) improves on these methods by using a deterministic policy 𝜇(𝑠, 𝑎, 𝜽), with 𝑠 the state, 𝑎
the action, and 𝜃 the parameter vector. DDPG is similar to earlier reinforcement-learning algorithms Q-learning and
DQN in the way it approximates the optimal action-value function, through an implementation of the Bellman optimality
equation. The parameters that define the action-value function are approximated by networks known as Q-Networks.
Also similarly to DQN, DDPG uses experience replay. A set of previous experiences at each time step 𝑒𝑡 =

(𝑠𝑡 , 𝑎𝑡 , 𝑟𝑡 , 𝑠𝑡+1), with 𝑟 the reward, is stored in a replay buffer 𝐷. DDPG applies Q-learning updates to samples of
experience (𝑠, 𝑎, 𝑟, 𝑠′) which are randomly chosen from the replay buffer.
Furthermore, DDPG borrows the idea of using target networks from DQN. As the target 𝑦𝐷𝑄𝑁 , given by Eq. (1)

(with 𝛾 the discount factor), depends on the same parameters w which are being updated, learning can become unstable.
With the use of a separate parameter vector w− (a time-delayed version of w) to construct a target network �̂�, stability is
improved. �̂� is constructed by simply cloning 𝑄 every 𝐶 steps. DDPG updates and averages the target networks once
every main network update, instead of every 𝐶 steps as DQN does.

𝑦𝐷𝑄𝑁 = 𝑟 + 𝛾max
𝑎′

𝑄(𝑠′, 𝑎′,w) (1)

DDPG adds an additional technique to DQN to enable maximisation over continuous action spaces, which would be
too expensive with a normal optimisation algorithm. The optimal action-value function is assumed to be differentiable
with respect to its action arguments, such that its gradient can be computed and maximisation can be approximated.
For this DDPG uses a target policy network 𝜇𝑡𝑎𝑟𝑔𝑒𝑡 , which is constructed in the same way as the target Q-network.
The target policy network approximates the maximising action for the target action-value function. The resulting loss
function is mimised by stochastic gradient descent.
DDPG can be characterised by its target formulation. The target of DDPG can be represented by

𝑦𝐷𝐷𝑃𝐺 = 𝑟 + 𝛾𝑄𝑡𝑎𝑟𝑔𝑒𝑡

(
𝑠′, 𝜇𝑡𝑎𝑟𝑔𝑒𝑡 (𝑠′, 𝜽) ,w

)2
. (2)

The policy learning step in DDPG is performed by applying gradient ascent with respect to the policy parameters to
solve

max
𝜃
E

𝑠∼𝐷
[𝑄 (𝑠, 𝜇(𝑠, 𝜽))] . (3)

TD3 aims to improve on DDPG and other actor-critic methods by addressing function approximation errors that
cause overestimation of action values and sub-optimal policies. Fujimoto et al. [13] brought about this improvement by
adapting DDPG with three techniques, the first of which is double learning, introduced by van Hasselt [15, 16]. Double
learning works by first producing two independent estimates (i.e., from different samples) of a value and using one
estimate to choose the maximising action, while using the other to estimate its value. The value estimate will then be
unbiased. Secondly the process is repeated with the role of the two estimates reversed, resulting in a second unbiased
estimate. TD3 applies double learning by constructing the target in its loss functions with the smallest of the two action
values it learns and names this clipped double Q-learning. Thereby underestimation is favoured, which is unlikely to
persist during learning, as the policy will not favour actions with low values.
The term delayed refers to the second technique, namely that of delaying policy improvement until policy evaluation

converges. TD3 improves its policy once for every two policy evaluation steps. Delaying the policy together with the
use of target networks should reduce variance, a possible cause of overestimation bias.
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The third technique is target policy smoothing. The smoothing is performed to avoid that incorrectly highly valued
estimates are exploited by the agent. By adding noise to the target policy and averaging over mini-batches, variance
in the target (caused by function approximation errors) can be smoothed. The reasoning behind this technique is that
similar actions should have similar values and outliers are therefore probably incorrect.
Target policy smoothing is applied by injecting clipped noise to the target policy and then clipping the action that

results from the target policy with added noise. The target action is then:

𝑎′ (𝑠′) = clip
(
𝜇target (𝑠′, 𝜽) + clip(𝜖,−𝑐, 𝑐), 𝑎Low , 𝑎High

)
, 𝜖 ∼ N(0, 𝜎), (4)

in which 𝑐 is the maximum noise value, and 𝜖 the probability of taking a random action. The action is subsequently
clipped to ensure it lies within the valid action range 𝑎𝐿𝑜𝑤 ≤ 𝑎 ≤ 𝑎𝐻𝑖𝑔ℎ.
Clipped double Q-learning is performed by constructing the target 𝑦𝑇𝐷3 for both action-value functions as

𝑦𝑇𝐷3 = 𝑟 + 𝛾 min
𝑖=1,2

𝑄𝑖,target (𝑠′, 𝑎′ (𝑠′) ,w) , (5)

and then choosing the smallest target value of the two, to which both action-value functions are regressed.
Then, like in DDPG, Eq. (3) is used for policy improvement, although less frequently than in DDPG, as prescribed

by the delay technique. For this DDPG simply uses the first of the two action-value function approximations it has
learned. Also similar to DDPG, noise in the behaviour policy is added to ensure exploration.
With the improvements to DDPG, which is known to be unstable [17, 18] but already often outperformed competitor

algorithms on benchmark tasks when it was introduced, Fujimoto et al. [13] produced a relatively stable state-of-the-art
RL algorithm. Benchmarking research by Lazaridis et al. [19], Ball and Roberts [20] shows that comparison of
RL algorithms is not straightforward, as performance is highly task-dependent, but it is clear that SAC [21] shows
comparable performance to TD3 on benchmark tasks. However, research published by Dong et al. [22] suggests that the
stochastic nature of SAC (randomness is maximised during training) might lead to learning more oscillatory behaviour,
compared to TD3. Whilst the oscillations might not increase tracking error, they would likely increase actuator wear
and decrease passenger comfort in flight. Therefore, to decrease the chance that the RL agent learns a policy that is
more oscillatory than desirable for flight control, TD3 was chosen for the present research.

B. Flying-V Model and Simulation
The Flying V is a V-shaped flying wing with a pressurised cabin that extends through both wings, as illustrated in

Fig. 1. The cabins are located in the wing’s leading edge and the engines at the trailing edge, on top of the wing to
reduce noise propagation to the ground. The Flying V design aims to outperform state-of-the-art commercial passenger
aircraft designs similar to that of the Airbus A350-900, mainly in terms of lift-to-drag ratio and structural weight. The
aircraft has a capacity of 314 passengers in a two-class configuration, a cruise speed of M=0.85, a range of 15,000 km
and a wing span of 64.75m, all similar to those of the Airbus A350-900.
The flight control system of the Flying V consists of a pair of inboard elevons 𝛿𝑒𝑖 , a pair of outboard elevons 𝛿𝑒𝑜 , a

pair of rudders 𝛿𝑟 and two engines. The present research will use a conventional approach to control allocation and
thereby allocate the inboard elevons to pitch control (through symmetrical deflection), the outboard elevons to roll
control (through asymmetrical deflection) and the rudders to yaw control (through deflection in the same direction
around the aircraft body’s vertical axis).
The flight simulation model used for this research was based on stability-and-control derivatives obtained from the

vortex-lattice method applied to a numerical model of the Flying V [25]. From the stability-and-control derivatives
the force and moment coefficients 𝐶𝑋, 𝐶𝑌 , 𝐶𝑍 , 𝐶𝐿 , 𝐶𝑀 , and 𝐶𝑁 were computed according to Eq. (6), in which 𝑋 is
interchangeable with a force along, or moment around, a different axis. Hereby 𝑋 , 𝑌 and 𝑍 are the forces along, and 𝐿,
𝑀 and 𝑁 are the moments around the body x-, y- and z-axes.

𝐶𝑋 = 𝐶𝑋 (𝛼) + 𝐶𝑋 (𝛼, 𝛽) + 𝐶𝑋 (𝛼, 𝑝) + 𝐶𝑋 (𝛼, 𝑞) + 𝐶𝑋 (𝛼, 𝑟) + 𝐶𝑋 (𝛼, 𝛿𝑟𝑙𝑒 𝑓 𝑡
) + 𝐶𝑋 (𝛼, 𝛿𝑒𝑜,𝑙𝑒 𝑓 𝑡

)+
𝐶𝑋 (𝛼, 𝛿𝑒𝑖,𝑙𝑒 𝑓 𝑡

) + 𝐶𝑋 (𝛼, 𝛿𝑟𝑟𝑖𝑔ℎ𝑡 ) + 𝐶𝑋 (𝛼, 𝛿𝑒𝑜,𝑟𝑖𝑔ℎ𝑡 ) + 𝐶𝑋 (𝛼, 𝛿𝑒𝑖,𝑟𝑖𝑔ℎ𝑡 ) (6)

The computed force and moment coefficients, the current state and control input and the geometrical properties of
the Flying V were subsequently used as inputs for the equations of motion, from which the 12 states in Table 1 could be
obtained, describing the position, velocity, Euler angles and angular rates of the Flying V. The control input consisted of
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Fig. 1 Illustration of the control-surface layout and outer dimensions of the Flying V [23, 24].

the deflection of the three pairs of control surfaces and the thrust force, as summarised in Table 2, whereby rudder
deflection is positive to the left, and elevon deflection is positive down.

Table 1 States in the flight-simulation model of the Flying V

State Definition Unit
𝑋𝑒 position along earth x-axis m
𝑌𝑒 position along earth y-axis m
𝑍𝑒 position along earth z-axis m
𝑈𝑏 speed along body x-axis m/s
𝑉𝑏 speed along body y-axis m/s
𝑊𝑏 speed along body z-axis m/s
𝑝 rotational rate around body x-axis rad/s
𝑞 rotational rate around body y-axis rad/s
𝑟 rotational rate around body z-axis rad/s
𝜙 rotational angle around body x-axis rad
𝜃 rotational angle around body y-axis rad
𝜓 rotational angle around body z-axis rad
𝛼 angle of body x-axis w.r.t. airflow vector (around body y-axis) rad
𝛽 angle of body x-axis w.r.t. airflow vector (around body z-axis) rad

For this research actuator dynamics were modelled as a first-order system with a time constant of 0.05 s, which
approximates the dynamics of a fast elevator actuator. The actuator time constant and rate limit values were based on
examples from [26]. Control surface deflections were limited at angles of ± 30 deg, as proposed by Cappuyns [25].
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Table 2 Control inputs to the flight-simulation model of the Flying V

Control input Definition Unit
𝛿𝑟𝑙𝑒 𝑓 𝑡

left rudder angle deg
𝛿𝑒𝑜,𝑙𝑒 𝑓 𝑡

left outboard-elevon angle deg
𝛿𝑒𝑖,𝑙𝑒 𝑓 𝑡

left inboard-elevon angle deg
𝛿𝑒𝑖,𝑟𝑖𝑔ℎ𝑡 right inboard-elevon angle deg
𝛿𝑒𝑜,𝑟𝑖𝑔ℎ𝑡 right outboard-elevon angle deg
𝛿𝑟𝑟𝑖𝑔ℎ𝑡 right rudder angle deg
𝑇1 left-engine thrust force N
𝑇2 right-engine thrust force N

C. Altitude Control as a Reinforcement-Learning Problem
The task of the TD3 agent in this research was to track a given altitude reference signal ℎ𝑟𝑒 𝑓 . The reward was

defined as Eq. (7), meaning that the agent measures performance through the absolute value of the altitude error
ℎ𝑒𝑟𝑟𝑜𝑟 = ℎ − ℎ𝑟𝑒 𝑓 , where ℎ is the measured altitude and ℎ𝑟𝑒 𝑓 the given reference altitude. The reward space was limited
by clamping the altitude error value if it was larger than 50 m.

𝑟 = −|ℎ𝑒𝑟𝑟𝑜𝑟 |, ℎ𝑒𝑟𝑟𝑜𝑟 ≤ 50 m (7)

To learn and subsequently perform an altitude reference tracking task the agent could manipulate the Flying V’s
pitch rate by deflecting the inboard elevons symmetrically. The agent effectively controlled the elevon-deflection change
Δ𝛿𝑒𝑖 , which was restricted to the interval (−0.6, 0.6) deg. The restriction of Δ𝛿𝑒𝑖 effectively imposed a rate limit of 60
deg/s, as the sampling rate was set to 100 Hz. Control of Δ𝛿𝑒𝑖 by the agent was implemented through Eq. (9) (inspired
by the work of Dally and van Kampen [12]) in which Δ𝛿𝑒𝑖𝑚𝑖𝑛 = −0.6 and Δ𝛿𝑒𝑖𝑚𝑎𝑥 = 0.6.

𝛿𝑒𝑖 𝑡 = 𝛿𝑒𝑖 𝑡−1 + Δ𝛿𝑒𝑖 𝑡 , −0.6 deg ≤ Δ𝛿𝑒𝑖 ≤ 0.6 deg (8)

Δ𝛿𝑒𝑖 = Δ𝛿𝑒𝑖𝑚𝑖𝑛 + (𝑎 + 1)
Δ𝛿𝑒𝑖𝑚𝑎𝑥 − Δ𝛿𝑒𝑖𝑚𝑖𝑛

2
, 𝑎 ∈ (0, 1) (9)

To learn a relation between aircraft states, the agent’s actions and performance with respect to the reward, the agent
was given four observations. The first observation available to the agent was the altitude error ℎ𝑒𝑟𝑟𝑜𝑟 , necessary to
distinguish between positive and negative altitude errors, as the reward was defined in terms of the absolute value of
ℎ𝑒𝑟𝑟𝑜𝑟 . The second observation was the measured pitch angle 𝜃, which directly influences change in altitude. The third
observation was the pitch rate 𝑞, which in turn directly influences pitch angle. Pitch rate is itself directly influenced by
the inboard elevon deflection angle 𝛿𝑒𝑖 . The fourth observation was the inboard elevon angle 𝛿𝑒𝑖 , which was added
because action 𝑎 was formulated in terms of a change with respect to an otherwise-unknown current deflection angle.
All observations were normalised through before being given to the agent, with the ranges given in Table 3. The
observation 𝑠 is summarised in Eq. (10). The agent-environment interaction resulting from the reward, action and
observation specified in this section is summarised by the block diagram shown in Fig.2.

Table 3 Ranges for normalisation of the observation

Observation Range Unit
ℎ𝑒𝑟𝑟𝑜𝑟 (-300,300) m
𝜃 (-20,20) deg
𝑞 (-20,20) deg
𝛿𝑒𝑖 (-30,30) deg

𝑠 = [ℎ𝑒𝑟𝑟𝑜𝑟 , 𝜃, 𝑞, 𝛿𝑒𝑖 ]𝑇 (10)
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Fig. 2 Agent-environment interaction used to train the TD3 agent for altitude control.

D. Training
Training of the TD3 agent was performed in episodes of 20 seconds each, with a sampling rate of 100 Hz. The

reference signal during training was given by Eq. (11), where ℎ0 is the initial altitude and 𝑔𝑐𝑙𝑖𝑚𝑏 is the climb gradient.
𝑔𝑐𝑙𝑖𝑚𝑏 was randomly initialised at the start of each episode and was drawn from a uniform distribution in the interval
[−3000, 3000] ft/min. Thereby the climb gradients during training approximately corresponded to the climb gradients
prescribed for an Airbus A350-900 [27], the reference aircraft for the Flying V.

ℎ𝑟𝑒 𝑓 =

{
ℎ0, if 𝑡 < 2
ℎ0 + 𝑔𝑐𝑙𝑖𝑚𝑏 (𝑡 − 2), otherwise

(11)

For this research the Flying V was simulated in the cruise condition, with a neutral centre of gravity location and a
weight equal to the maximum takeoff weight. The Flying V was initialised with initial conditions at or near the trimmed
state at 10 km at the start of each episode, resulting in the initial conditions summarised in Table 4, whereby random
initialisation was based on a uniform distribution. The outboard elevons and rudders were kept constant at zero degrees.
The thrust force was kept constant at the trim value for this flight condition, equal to 17479 N per engine. All states that
are not included in Table 4 were initialised as zero.

Table 4 Initial conditions

State Value or range Unit
𝑀 0.85 -
ℎ0 10 km
𝑈𝑏 253.9 ± 1 m/s
𝑊𝑏 18.2 ± 0.5 m/s
𝜃 4.1 ± 1 deg
𝑞 0 ± 1 deg/s

Hyperparameters were tuned manually through trial and error. Most hyperparameter values were copied from
Fujimoto et al. [13], but some hyperparameters required tuning. Especially the exploration noise required a relatively
large increase compared to the value originally used by Fujimoto et al.. The same type of artificial neural network
was used to represent the actor and the critic. The networks’ first layers consisted of 4 input neurons (one for each
observation), followed by two fully connected hidden layers with 128 neurons each. The hidden layers were followed by
a ReLu layer, a fully connected output layer, and finally a tanh function. Hyperparameter settings are summarised in
Table 5.
The episode-reward curve for training a TD3 agent for altitude control typically did not converge to a steady

episode-reward value. Therefore, the learned policy was saved every time the average episode reward reached a value of
at least -20,000. Hereby the episode reward was averaged over the last 5 episodes. After a successful training run all
saved policies were compared, based on their mean-absolute error when following a predefined test-reference signal.
Hereby the test-reference signal included climb and descent sections as well as horizontal sections. The climb and
descent gradients were equal to ± 1500 ft/min, comparable to the standard gradients of the Airbus A350-900 at high

7



Table 5 Hyperparameter settings (adapted from [13])

Parameter Value
hidden units per layer 128
hidden layers 2
exploration noise 0.4
smoothing noise 0.2
smoothing noise limits ± 0.5
learning rate 1e-3
discount rate 0.99
batch size 100
experience buffer length 1e6
target smoothing factor 0.005
policy update frequency 2
target update frequency 2
optimiser Adam

altitude [27]). The policy that resulted in the lowest mean-absolute-reference-tracking error for the test-reference signal
was used to produce the results presented hereafter.

E. Simulation of Altered Conditions for Robustness Testing

1. Aerodynamic-Model Uncertainty
To simulate the discrepancy that may exist between the aerodynamic model of the Flying V and the real-world

Flying V, uncertainty factors were applied to the stability-and-control derivatives on which the flight simulation model
for this research was based. Each of the 11 stability-and-control derivatives, as named in Eq. (6), was multiplied
by an uncertainty factor 𝜈𝑖 , whereby the left and right surfaces of a control surface pair were given the same factor.
This process resulted in an altered aerodynamic coefficient �̂�𝑋 (. . . , . . . ), as summarised in Eq. (12), where 𝑋 can be
substituted for a different force or moment coefficient.

�̂�𝑋 (. . . , . . . ) = 𝐶𝑋 (. . . , . . . ) · 𝜈𝑖 , 𝜈𝑖 ∼ N(1, 𝜎) and 𝜎 ∈ [0.0625, 0.125, 0.25] (12)

Hereby the means of the stability-and-control derivatives of the Flying V were assumed to be at the values obtained
from the vortex-lattice method applied to a numerical model of the Flying V. As reported by van Overeem and van
Kampen [28] the maximum error in the aerodynamic model of the Flying V used for the present research is estimated
to be 25%. To simulate an uncertainty with a maximum of 25% the uncertainty factors were drawn from a normal
distribution with a standard deviation of 0.125, such that 95% of the uncertainty-factor samples would fall in the
aerodynamic-error range [−25%, 25%]. After the main set of simulation runs with a standard deviation of 0.125, two
other sets of simulations were run, of which one had a standard deviation of 0.0625, to simulate the scenario that the
actual maximum aerodynamic-model uncertainty is less than 25%, and the other had a standard deviation of 0.25,
to simulate the scenario that the actual maximum aerodynamic-model uncertainty is more than 25%. For each of
the three standard deviations a set of 100 simulations of 100 s each was run. During each simulation of 100 s the
altitude-reference signal remained horizontal for 0 ≤ 𝑡 < 10 s, descended at a rate of 1500 ft/min for 10 ≤ 𝑡 < 30
s, was again horizontal for 30 ≤ 𝑡 < 50 s, climbed at a rate of 1500 ft/min for 50 ≤ 𝑡 < 70 s and was horizontal for
70 ≤ 𝑡 < 100 s. This reference signal will hereafter be used as the standard reference signal for testing the altitude
controller developed for this research and will be referred to as reference signal RS.

2. Sensor Noise
As the Flying V is still under development it is hard to precisely estimate the noise that will be present in the

real-world aircraft. However, by using measurements of the sensor noise in other aircraft as a reference, a first assessment
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of the robustness of the altitude controller developed in this research can be made. To assess the robustness of the
altitude controller, sensor noise was not simulated during training, but only added to the simulated Flying V during tests
for robustness to sensor noise.
Research by Grondman et al. [29] into sensor noise in the Cessna Citation PH-LAB aircraft was used as a reference

for simulating sensor noise in the present research, because of the well-documented noise bias and standard deviation
values for several types of sensors. Noise was simulated for the present research by adding a noise sample at each time
step, from normal distributions with the biases and standard deviations shown in Table 6.

Table 6 Sensor noise [29]

Sensor Bias Standard deviation Unit
altitude 8.0e−3 6.7e−2 m
pitch angle 4.0e−3 3.2e−5 rad
pitch rate 3.0e−5 6.3e−4 rad/s

3. Altered Initial Conditions
Altered initial conditions were simulated by randomly initialising states at the start of each of 100 simulation runs of

100 s in duration each. Hereby the trimmed initial condition 𝐼𝑡𝑟𝑖𝑚 was altered through Eq. (13), resulting in altered
initial condition 𝐼𝑎𝑙𝑡 . 𝜉 is a scaling factor drawn from a uniform distribution.

𝐼𝑎𝑙𝑡 = 𝐼𝑡𝑟𝑖𝑚 + 𝜉 · 𝐼𝑚𝑎𝑥 , 𝜉 ∼ U(−1, 1) (13)

III. Results and Discussion
This section presents results obtained from simulated tests with the altitude controller developed for this research,

accompanied with a discussion of these results. Firstly, subsection III.A shows and discusses the altitude-tracking
performance of the controller under nominal conditions. Secondly, subsection III.B shows and discusses the robustness
of the controller to aerodynamic-model error. Thirdly, subsection III.C shows and discusses the robustness of the
controller to sensor noise, in combination with alternative reference-signal shapes. Fourthly, subsection III.D shows and
discusses the robustness of the controller to altered initial conditions. Lastly, subsection III.E shows and discusses the
stability during training and the sampling efficiency of TD3, as observed in this research.

A. Altitude-Tracking Performance under Nominal Conditions
In [30] the Federal Aviation Authority (FAA) specifies that for aircraft to be authorised to fly in Reduced Vertical

Separation Minimum airspace (between 8.8 and 12.5 km altitude), an automatic altitude control system should be

“. . . capable of controlling aircraft height within a tolerance band of ±65 ft (±20 m) about the acquired
altitude when the aircraft is operated in straight and level flight under nonturbulent, nongust conditions.”.

Therefore, a maximum-absolute-altitude-tracking error of 20 m, under nominal flight conditions, is used to determine
whether the altitude controller in this research is successful. Figure 3 shows the simulated response of an offline-trained
TD3 agent to a given altitude-reference signal with climb and descent gradients of 1500 ft/min, whereby the Flying V
started from trimmed initial conditions and thrust was kept constant during the whole manoeuvre. Figure 3a shows that
the agent is able to track the altitude-reference signal in both horizontal, descent, and climb phases. The mean-absolute-
altitude-tracking error for the reference signal shown in Fig. 3a was 3.0 m, and the maximum-absolute-altitude-tracking
error was 11.6 m. Therefore, even as the reference signal included climb and descent phases, rather than level flight as
specified by the FAA [30], the test shown in Fig. 3 indicates that the altitude controller is successful under nominal
conditions.
The measured altitude ℎ in Fig. 3a oscillated around the reference altitude ℎ𝑟𝑒 𝑓 during the limited simulation time

shown. However, the response for 𝑡 ≥ 70 s shows that the oscillations died out over time. Oscillations were also
visible in the angle of attack (Fig. 3e). As angle of attack is related to load factor, the oscillations may cause passenger
discomfort if the policy that was simulated to produce Fig. 3 were applied in the real-world aircraft. Moreover, as
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Fig. 3b shows, oscillations were also present in the inboard-elevon-deflection angle during the whole manoeuvre, which
may increase actuator wear. Passenger comfort and actuator wear were not part of the scope of the current research
however. Therefore the reward function (Eq. (7) did not include a penalty for oscillations.
One source of the oscillations is likely the short-period eigenmode of the Flying V. At the flight condition simulated

in Fig. 3 the short-period frequency is approximately 0.34 Hz, as determined by simulating an impulse response of
the Flying V at 10 km altitude, starting from a trimmed condition, and subsequently measuring the frequency of the
short-period oscillation in the pitch rate∗. The pitch-rate signal shown in Fig. 3d has a spike in the frequency content at
a frequency of 0.34 Hz†, which may be related to the short period. However, a larger spike in the frequency content of
the pitch-rate signal shown in Fig. 3d, compared to the spike at 0.34 Hz, is at a frequency of 0.14 Hz, which is not close
to the short-period frequency nor the phugoid frequency of 0.0084 Hz. Therefore, the oscillations with a frequency of
0.14 Hz are likely caused mainly by the oscillating inboard-elevon deflections resulting from the policy learned by the
TD3 agent.
Oscillations in the policy learned by the agent were already greatly reduced by formulating the action as a change in

elevon angle. Earlier attempts to allow the agent to manipulate the elevon-deflection angle directly consistently resulted
in a policy with excessively high-gain control. Adding a penalty term for high elevon-deflection rates in the reward
function was not found to offer a solution, as the added penalty term caused learning to be unsuccessful. Thereby it is
hypothesised that this added penalty term makes the reinforcement-learning problem too complex for the TD3 agent.

(a) Altitude (b) Inboard-elevon-deflection angle

(c) Pitch angle (d) Pitch rate

(e) Angle of attack (f) True airspeed

Fig. 3 Nominal response of the TD3 altitude-control agent to an altitude-reference signal with climb and descent
gradients of 1500 ft/min.

B. Robustness to Aerodynamic-Model Error
Figure 4 shows the mean-absolute-altitude-reference-tracking errors for three levels of aerodynamic uncertainty. The

middle boxplot in Fig. 4 corresponds to simulations of the previously estimated aerodynamic-model-uncertainty range
of the Flying-V model used for this research. The right boxplot shows the scenario that the actual uncertainty range
is higher than the previously estimated range. As Fig. 4 shows, the mean, third quartile, and highest outlier increase
with aerodynamic uncertainty. The outlier that can be seen in Fig. 4 at a mean-absolute error of 3.6 m, for a standard

∗The eigenmode frequencies were obtained from the non-linear simulation model. Therefore, the mentioned eigenmode frequencies are an
approximation of the values that would have been obtained by first linearising and reducing the simulation model.

†Spikes in the frequency content were found from the periodogram of the pitch-rate signal.
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deviation of 𝜎 = 0.25, represents the worst-case scenario that came forth from the simulations that were run for this
research.
As van Overeem and van Kampen [28] adopted a similar methodology for simulating aerodynamic-model uncertainty

to the present research, with also a maximum standard deviation of 0.25, the results presented in this paper indicate
that the TD3 controller presented here is robust to at least the same level of aerodynamic-model uncertainty as the
INDI controller presented by [28]. However, differences between the research of van Overeem and van Kampen and
the present research in the flight control task and the flight conditions simulated limits the possibilities for a direct
comparison.

Fig. 4 Altitude-reference-signal-tracking error for three levels of aerodynamic-model uncertainty. The middle
boxplot corresponds to a simulation of the uncertainty range estimated in previous research. The left and right
boxplots show the scenarios that the uncertainty range is lower or higher than was estimated.

To assess whether flight control is safe in the worst-case scenario in terms of aerodynamic uncertainty, the response
corresponding to the simulation with a mean-absolute error of 3.6 m was plotted, shown in Fig.5. The signal shown in
Fig. 5a shows that the measured altitude ℎ remains close to the reference altitude ℎ𝑟𝑒 𝑓 . The maximum-absolute-altitude-
tracking error was 14.4 m, which is smaller than 20 m and thereby complies with the requirement set in subsection III.A.
The transient response dies out and the steady-state response has a small error, as can be most clearly observed at 𝑡 > 70
s in Fig. 5a. Moreover, Fig. 5e shows that the angle of attack does not come near the stall angle of 18 degrees [25], nor
the angle of attack at which the Flying V has a pitch-break tendency, equal to 20 degrees [31].

C. Robustness to Sensor Noise and Alternative Reference-Signal Shapes
As mentioned in subsection III.A the nominal mean-absolute-reference tracking error was 3.0 m. Figure 6 was

simulated for the same reference signal and therefore shows that sensor noise (which the TD3 agent did not encounter
during training) results in an increase of approximately 0.02 m in the mean-absolute reference tracking error. The figure
also shows that the worst outlier for the 100 simulations that were run for this research was at an increase of 0.06 m in
the mean-absolute-reference tracking error. Therefore, these simulations show that the altitude controller developed for
the present research is robust to the simulated sensor noise.
To assess how the shape of the altitude-reference signal affects tracking error and safety of the control policy, the

altitude controller developed for this research was simulated for two alternative reference-signal shapes, with simulated
sensor noise. The same policy as was simulated to produce the results presented in previous sections of this paper
was used, so the agent had not encountered these reference signals nor experienced the sensor noise during training.
Figure 7 shows the response to a sinusoidal signal with a frequency of 0.01 Hz and an amplitude of 500 m, thereby
simulating average climb and descent gradients of approximately 4000 ft/min. Figures 7b-7e show that oscillations
in the control signal and the Flying V’s attitude subside faster than for the reference signal shown in Fig. 5, which
may be explained by the more gradual change in flight path angle corresponding to the sinusoidal altitude-reference
signal. The oscillations that start after around 80 s may be explained by the relatively large decrease in airspeed
(larger than for the nominal signal, see Fig. 3f), which causes aerodynamic damping and control effectiveness to
decrease. The mean-absolute-reference-tracking error for this sinusoidal signal was 13.3 m. The increase in error with
respect to standard reference signal RS is reasonable because of the higher gradients of the sinusoidal signal. The
maximum-absolute-reference-tracking for the sinusoidal signal was 50 m, but this maximum error occurred at the start
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(a) Altitude (b) Inboard-elevon-deflection angle

(c) Pitch angle (d) Pitch rate

(e) Angle of attack (f) True airspeed

Fig. 5 Worst response out of 100 runs in terms of altitude-tracking error for the TD3 altitude-control agent on
a model of the Flying V with a simulated maximum aerodynamic-model error of 50%.

Fig. 6 Robustness to sensor noise and bias measured in terms of the altitude-reference-signal-tracking error.
The error for the same reference signal with ideal sensors was 3.0 m.

of the simulation (after 3.6 s), when a sudden change in climb gradient of -4000 ft/min was commanded. After allowing
a settling time of 15 s to adapt to the initial sudden change in climb gradient, the maximum-absolute-reference-tracking
was 25 m.
Figure 8 shows the response to a triangular altitude-reference signal with a gradient of 1500 ft/min and simulated

sensor noise, for which the mean-absolute-reference-tracking error was 5.9 m and the maximum-absolute-reference-
tracking error was 22.2 m. The triangular signal has more extreme changes in climb gradient than a realistic reference
signal that would be encountered in the real world, but it provides insight into the safety of the controller in case
sudden changes in climb gradient are commanded by the pilot. Although oscillations are visible in all signals shown in
Fig. 8, the angle of attack shown in Fig. 8e does not come near the stall or pitch-break angle and the airspeed shown in
Fig. 8f remains near the nominal value of 254 m/s, so the controller keeps the aircraft in a safe state. Furthermore, as
the maximum-absolute-reference-tracking error for a sinusoidal signal exceeds the requirements stated in subsection
III.A for level flight (i.e., a horizontal reference signal) by only 2.5%, and the error for a triangular signal exceeds the
requirements by only 1%, the controller is considered robust to alternative reference signals with sensor noise.
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(a) Altitude (b) Inboard-elevon-deflection angle

(c) Pitch angle (d) Pitch rate

(e) Angle of attack (f) True airspeed

Fig. 7 Robustness to sensor noise and reference-signal shape, shown through the response to a sinusoidal
reference signal.

(a) Altitude (b) Inboard-elevon-deflection angle

(c) Pitch angle (d) Pitch rate

(e) Angle of attack (f) True airspeed

Fig. 8 Robustness to sensor noise and reference-signal shape, shown through the response to a triangular
reference signal with climb gradients of 1500 ft/min.
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Random initialisation of the flight condition during training, as specified in subsection II.D, was found to have a
large positive effect on robustness to alternative reference-signal shapes and altered initial conditions (see subsection
III.D) during testing. However, randomly initialising the flight condition was found to only work for small ranges near
the trimmed condition, as the problem became too hard for the agent to find a successful policy if the initial flight
condition differed too much from the trimmed condition. Therefore, it is recommended to experiment with the range in
initial conditions implemented during training if a similar future research project is undertaken, to find a range that is
not too large to hinder training, nor too small to diminish the effect on robustness of the resulting policy.

D. Robustness to Altered Initial Conditions
In the real world the Flying V may not always be in a trimmed state when the altitude controller is engaged, due to

atmospheric disturbances or pilot inputs that temporarily force the Flying V to deviate from the trimmed state. Therefore
the robustness of the altitude controller to initial conditions that deviate from the trimmed state was tested, hereafter
referred to as altered initial conditions. Hereby the states that directly affect longitudinal motion -𝑈𝑏,𝑊𝑏, 𝑞 and 𝜃 - and
the altitude ℎ were altered. A maximum deviation 𝐼𝑚𝑎𝑥 (see Eq. (13)) was chosen for each altered state, as shown in
Table 7. Figure 9 shows that for some combinations of altered initial conditions the mean-absolute-reference-tracking
error is higher than the nominal error of 3.0 m for the same reference signal. However, the increase in error is limited to
a maximum of 1.3 m. Moreover, Fig. 9 shows that, for reference signal RS, the mean-absolute-reference-tracking error
for some combinations of initial conditions is lower than for the nominal initial conditions.

Table 7 Limits of altered initial conditions

Initial condition 𝐼𝑚𝑎𝑥 Unit
𝑈𝑏 10 m/s
𝑊𝑏 1 m/s
𝜃 2 deg
𝑞 2 deg/s
ℎ 100 m

Fig. 9 Robustness to random combinations of initial horizontal and vertical airspeeds, pitch angles, pitch rates
and altitudes that differ from the nominal values, measured in terms of the altitude-reference-tracking error in
response to reference signal RS.

To assess how well the altitude controller can generalise behaviour to initial conditions that differ more extremely
from the conditions that the TD3 agent was trained for (namely trimmed cruise flight at 10 km altitude), additional
simulations were run for more extremely altered initial altitudes. Simulation starting at 8 km altitude for reference signal
RS resulted in a mean-absolute-reference-tracking error of 2.8 m, which is 0.3 m smaller than the error at the nominal
altitude of 10 km. Simulation at 12 km altitude, on the other hand, resulted in a mean-absolute-reference-tracking error
of 27.7 m, which is 24.7 m larger than the error at the nominal altitude of 10 km. The smaller error at 8 km altitude may
be explained by the higher air density at lower altitude, resulting in more control effectiveness and more damping of
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eigenmodes, while the larger error at 12 km altitude may similarly be explained by less control effectiveness and less
damping of the eigenmodes. As Fig. 10a shows, the agent is not able to accurately follow the commanded reference
signal. However, as Fig. 10e shows, the controller does keep the Flying V in a safe flight regime, as the angle of attack
does not come near the stall angle of 18 deg. Moreover, airspeed barely falls to values lower than the nominal airspeed,
as Fig. 10f shows.

(a) Altitude (b) Inboard-elevon-deflection angle

(c) Pitch angle (d) Pitch rate

(e) Angle of attack (f) True airspeed

Fig. 10 Response of the altitude controller when initialised at an altitude of 12 km, which is 2 km higher than
the altitude it was trained for.

E. Training Stability and Sampling Efficiency of TD3
Figure 11 shows the moving average of the episode reward of the training run that produced the TD3 agent used to

produce the results presented in this paper, averaged over 50 episodes of 20 s each. The figure shows that the TD3 agent
improved its policy relatively consistently during the first approximately 150 episodes, but did not converge to that
policy. Only after approximately 1300 episodes did the policy temporarily converge to a policy that more consistently
resulted in relatively high episode rewards. Three aspects visible from the reward curve shown in Fig. 11 are typical for
the reward curves of the several flight control problems tested for the research presented in this paper.
Firstly, fast initial improvement in the policy did not immediately lead to finding a successful policy, but was usually

followed by divergence to unsuccessful policies. Secondly, once a successful policy was found, the agent eventually
diverged from this policy. Thirdly, sample efficiency was low, leading to long training times. Finding the policy used to
produce the results for this research (at 1466 episodes) took approximately 18 hours on an Intel Xeon CPU E5-1620 v3
@ 3.50GHz.
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Fig. 11 Average reward during training of a TD3 agent for altitude control of the Flying V. The policy obtained
at 1466 episodes (marked in red) was used to produce the results presented in this paper.

IV. Conclusion
The research presented in this paper shows that a single-loop controller based on TD3 can learn altitude control of

a non-linear simulation model of the Flying V in an offline setting, and satisfies the set requirement of a maximum-
absolute-altitude-tracking error of 20 m. Hereby the controller only observes the altitude-tracking error, the pitch angle,
the pitch rate, and the elevon-deflection angle. The results also show that the controller is robust to aerodynamic-model
error, sensor noise, various shapes of the altitude-reference signal, and unfavourable initial flight conditions. Therefore,
the research presented in this paper suggests that deep-reinforcement learning and in particular TD3 has the potential to
be used for creating robust flight controllers. However, several questions remain open to investigation.
To build on this research we recommend to investigate how robust a controller with the structure proposed in this

research is to faults and atmospheric disturbances that were not simulated for this research. Furthermore, to increase the
applicability of the controller to a wider variety of flight regimes we recommend to investigate the addition of airspeed
and height in the observation and training at various altitudes and airspeeds. To prevent the problem from becoming
too inconsistent during training and too complex for the TD3 agent to find a successful policy, we suggest the use of a
learning curriculum. The learning curriculum may include progressively more difficult initial conditions, atmospheric
disturbances and a varying aerodynamic model to increase robustness of the learned policy. Lastly, the use of TD3 or
similar RL algorithms for lateral-directional control or a combination of lateral-directional and longitudinal control may
be investigated.
By continuing research into reinforcement learning for flight control, with the use of more sample-efficient

reinforcement-learning algorithms, the development of new methods to explain control policies, and the creation of
standardised practices to develop reinforcement-learning-based flight controllers, researchers may bring reinforcement
learning for flight control to a level at which it can be used in industry. In that way, safer, more autonomous flight of
passenger aircraft with novel airframe designs such as the Flying V may one day become reality.
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2
Reinforcement learning: from

fundamentals to state of the art

To make an informed choice among existing reinforcement learning (RL) methods a solid background knowl-
edge is required (see also research question 1(c). This chapter sets out to introduce the fundamentals of RL to
a reader with no or little prior knowledge of the field. The language used in this chapter to explain RL is based
on the language used by artificial intelligence researchers and is heavily influenced by Sutton and Barto [82].
In the field of optimal control slightly different terms may be used for some RL concepts, but the fundamen-
tal ideas of RL described in this chapter are applicable to both fields. This text tries to indicate some of the
differences where appropriate. After covering the fundamentals this chapter builds up to the latest develop-
ments in the field of RL, focussing on model-free deep RL methods. The text will try to argue that this class of
methods is most promising within the feasible scope of the proposed research.

The outline of this chapter is as follows. Section 2.1 defines the basic principle of RL and demarcates
it from other forms of machine learning. Section 2.2 defines the RL problem in a mathematical way with
the Markov decision process. Section 2.3 then introduces dynamic programming, a basic way to solve the
RL problem on which all later RL algorithms are based. Section 2.4 introduces temporal-difference learning,
a method that allows the construction of model-free RL algorithms. Thereafter section 2.5 explains a way
of constructing potentially more sample efficient RL algorithms through off-policy learning and introduces
the first algorithm of the chapter: Q-learning. Section 2.6 sets out how RL can be combined with function
approximators to extend RL methods to large state and action spaces and introduces the algorithm DQN. An
introduction to policy-based methods follows thereafter in section 2.7, which also introduces the algorithm
REINFORCE. The intersection of policy-based and value-based methods is discussed in section 2.8 with actor-
critic methods, including the three algorithms DDPG, TD3 and SAC. Section 2.9 follows with a brief discussion
of RL methods that combine learning with planning. Lastly section 2.10 gives a comparison of state-of-the-
art model-free RL methods DDPG, TD3 and SAC and section 2.11 offers a perspective on the research field of
model-free RL. Sections of text that specifically discuss an algorithm are demarcated by a black square ("■")
at the end.

2.1. Basic principle and demarcation
RL is a bio-inspired machine learning method, based on the principle of trial-and-error learning. Just like a
dog learns that if he sits he gets a sweet, or like a child learns that if he sticks his finger in a flame it hurts, an
RL agent learns through interaction with its environment that certain actions, performed in a certain state,
produce positive rewards and others negative ones. The terms agent, environment and action are analogous
to the controller, controlled system and control signal in a control problem.

RL is different from other machine learning methods because it is oriented towards achieving a certain
goal (defined by the designer) without being told which actions to take to achieve that goal. This way of
formulating a machine learning problem allows for more creative solutions than defining it as a supervised
learning problem (e.g., deep learning), the field most studied by machine learning researchers. In supervised
learning the objective is to generalise actions provided by an external expert to unknown situations. This
kind of learning works very well in situations in which labelled training data is accurate and plentiful, but
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Figure 2.1: A schematic representation of the agent-environment interaction. After receiving reward rt in state st the agent performs an
action at . The environment responds with a next state st+1 and a reward rt+1, which can in turn be sensed by the agent. From [82].

it does not allow learning from interaction with an unknown environment. Some flight control problems
cannot be adequately solved by a human pilot or a PID controller (the external expert), others are unsafe to
demonstrate and yet others are unpredictable. For these situations it is infeasible to produce labelled data,
posing a problem for supervised learning but not necessarily for RL.

To fully demarcate RL it must be noted that it does not fit the class of unsupervised learning. Unsupervised
learning is concerned with learning a hidden structure from unlabelled data. While RL also does not rely on
labelled data, its objective is to maximise a reward signal, not to uncover a hidden structure.

Another characteristic that sets RL apart from supervised and unsupervised learning is the dilemma of
exploration and exploitation. To maximise the reward signal an agent might exploit the actions it knows to
produce high rewards, but that might mean it misses other actions that produce higher rewards, but which
it has not visited yet. To discover these actions the agent must explore. To find an optimal solution without
doing too much damage on the way a balance must be found between exploration and exploitation.

This section ends with fully defining the RL system of agent-environment interaction through four subele-
ments: the policy, the reward signal, the value function and optionally a model of the environment. The policy
is a mapping from states to actions, which are allowed to be stochastic. The reward signal is a scalar signal
that defines the goal of the agent and may also be stochastic. The sole objective of the agent is to maximise
the total reward in the long run. The value function specifies what is good in the long run; the value of a
state is the total reward an agent can expect in the future, starting from that state. Value estimation is a vital
component of any RL algorithm. A value function may be interpreted as the long-term memory of an agent,
while the reward signal is his short-term memory. Finally a model is an approximation or a prediction of the
environment dynamics, such as for example a prediction of the state transition, given a state and action. It is
used for planning. Reinforcement-learning methods that do or do not use models are known as model-based
and model-free methods respectively. These four subelements will return in the discussion of almost all RL
concepts hereafter. The next section will introduce a more formal definition of the RL problem: the Markov
Decision Process.

2.2. Markov decision processes
This section introduces a mathematical formulation for the RL problem: the Markov decision process or MDP,
first connected to RL by Andreae [4] and later integrated by Watkins [96] to the form most used today. Any
method that aims to solve an MDP can be considered an RL method. MDPs involve key concepts integrated
in any RL algorithm such as returns, policies, value functions and Bellman equations. Each will be addressed
in this section.

Figure 2.1 displays the agent-environment interaction central to RL. For each state st at time step t the
agent has a set of actions a(st ) to choose from. With an action at ∈ a(st ) it can influence his environment.
The environment will respond with a next state st+1 and a reward rt+1, which are both sensed by the agent.
The agent-environment interaction can be summarised by the following sequence, known as a trajectory.

s0, a0,r1, s1, a1,r2, s2, a2,r3, ... (2.1)

In most RL methods states are assumed to have the Markov property. Such states contain all information
on past interactions with the environment that influences the future. In an MDP the probabilities of next
state s′ and reward r can therefore be formulated as p(s′,r | s, a), the probability that s′ and r follow from
choosing action a in state s at time t :

p(s′,r | s, a)=̇Pr {st = s′,rt = r | st−1 = s, at−1 = a}, (2.2)
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where the set of actions and states may be finite or infinite.
In trying to achieve a long-term goal it is not always beneficial to aim for the highest immediate reward.

The long-term cumulative reward, called the return Gt , is usually a better target. RL methods generally aim
to maximise the expected discounted return, for infinite-horizon problems defined as:

E [Gt ]=̇E
[ ∞∑

k=0
γk rt+k+1

]
, (2.3)

with 0 ≤ γ ≤ 1 the discount rate. The higher the discount rate, the higher rewards far in the future are
weighted. Returns have a recursive relationship that is used in many RL algorithms, given by:

Gt = rt+1 +γGt+1 (2.4)

Which actions the agent chooses at a certain time step in a certain state is determined by the policy πt

it is following, where πt (a | s) is the probability that at = a if st = s. RL methods aim to find the policy that
maximises rewards over the long run.

In determining which action to take it is useful to know or at least predict what return is to be expected
after moving to a certain state. In an MDP this expected return for a state is given by the state-value function
vπ(s) of a state s under policy π:

vπ(s) = Eπ [Gt | st = s] = Eπ
[ ∞∑

k=0
γk rt+k+1 | st = s

]
. (2.5)

Alternatively the expected return after being in a certain state and choosing a certain action can be com-
puted or approximated, known as the action-value function qπ:

qπ(s, a) = Eπ [Gt | st = s, at = a] = Eπ
[ ∞∑

k=0
γk rt+k+1 | st = s, at = a

]
. (2.6)

Just like returns, value functions can be computed recursively. This recursive relation for discrete-time-
and-state problems is known as the Bellman equation:

vπ(s) =∑
a
π(a | s)

∑
s′,r

p
(
s′,r | s, a

)[
r +γvπ

(
s′

)]
. (2.7)

Equation 2.7, the Bellman equation for vπ, represents a sum over all values of the three variables a, s′
and r . For each triple it computes the probability π(a | s)

∑
s′,r p

(
s′,r | s, a

)
and weights the quantity in square

brackets with that probability. Then it sums over all possibilities to get an expected value. The expression
between square brackets states that the value of a state equals the discounted value of the next state plus the
expected reward.

The discrete-time Bellman equation serves well to help understand the fundamental workings of RL al-
gorithms. The Bellman equation’s continuous-time-and-state analogue is known as the Hamilton-Jacobi-
Bellman equation, the treatment of which falls out of the scope of the present report (see, e.g., Wikipedia for
an introduction).

Approximating the optimal state-value function v∗ or the optimal action-value function q∗ helps in solv-
ing the RL problem. With the former an optimal policy π∗ can be constructed by maximising over the action
values; the latter already has the information on the best action.

The Bellman equation written in terms of v∗ is known as the Bellman optimality equation [8]. It states
that the value of a state under an optimal policy must equal the expected return for the best action from that
state:

v∗(s) = max
a

∑
s′,r

p
(
s′,r | s, a

)[
r +γv∗

(
s′

)]
. (2.8)

In terms of q∗ the equation can be written as:

q∗(s, a) = ∑
s′,r

p
(
s′,r | s, a

)[
r +γmax

a′ q∗
(
s′, a′)] . (2.9)

The next section introduces a class of methods that use the Bellman equation as an update rule: dynamic
programming. These methods use many of the fundamental ideas that modern RL algorithms are based on.
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Figure 2.2: A visualisation of generalised policy iteration, the process in which policy evaluation and policy improvement alternate each
other. In a policy-evaluation step the value function moves towards the optimal value function an arbitrary amount. Thereafter in the
policy-improvement step the policy moves towards the optimal policy an arbitrary amount. The two steps alternate each other until
convergence. From [82].

2.3. Dynamic programming
Dynamic programming (DP) is a class of methods that aim to find optimal policies for MDPs, introduced by
Bellman [8]. DP algorithms require a complete model of transition probabilities and are therefore of limited
practicality for flight control, but many of the concepts integrated in DP algorithms are used in model-free
algorithms as well. This section therefore serves as an intuitive introduction to the concepts policy evaluation,
policy improvement, generalised policy iteration and bootstrapping that originate from DP.

The first step in a general DP algorithm is to compute the state-value function vπ, known as policy eval-
uation, which can be done by using the Bellman equation (Equation 2.7) as an update rule for each state s,
choosing v0 arbitrarily:

vk+1(s) =∑
a
π(a | s)

∑
s′,r

p
(
s′,r | s, a

)[
r +γvk

(
s′

)]
. (2.10)

Because the Bellman equation tells us that this equation is an equality once vk = vπ, vk generally converges
to vπ as k →∞.

The second step in a general DP algorithm is to find a better policy, known as policy improvement. It is
based on the policy improvement theorem [8], which states that if

qπ
(
s,π′(s)

)≥ vπ(s), (2.11)

then the new policy π′ is as good as, or better than π, i.e.,

vπ′ (s) ≥ vπ(s). (2.12)

The procedure to make a better policy is therefore to make the new policy greedy (i.e., to choose the
highest value) with respect to the value function of the original policy:

π′(s) = argmax
a

∑
s′,r

p
(
s′,r | s, a

)[
r +γvπ

(
s′

)]
, (2.13)

where a deterministic policy is considered. The same principle holds for stochastic policies however.
To construct a complete DP algorithm the policy evaluation and policy improvement steps must alter-

nate each other, a process known as generalised policy iteration, shich is visualised in Figure 2.2. To find the
optimal policy and value function it is not necessary to run one step until convergence before the next step
is performed. An arbitrary number of iterations may be performed. This concept of basing estimates on
estimates is known as bootstrapping.

The interaction of policy evaluation and policy improvement in some form is at the base of most RL algo-
rithms. Stabilisation of both steps implies that the policy is greedy with respect to its own value function and
the Bellman optimality equation holds. The policy and value function must then be optimal.

Although the development of classical DP methods formed an essential step towards practical application
in areas such as flight control, these methods are still too computationally expensive and rely too much on a
complete model of transition probabilities. A more useful approach to DP was introduced by Werbos [97]. He
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proposed to approximate DP through heuristic dynamic programming (HDP). HDP uses gradient-descent for
continuous-state problems and forms the basis of a group of RL algorithms known as incremental dynamic
programming, connected to reinforcement learning by Watkins [96]. For a more extensive treatment of DP
in the context of MDPs the reader is referred to [11, 12]. This chapter will continue by introducing a concept
that allows the extension of RL to problems that are not perfectly modelled: temporal difference learning, the
fundamentals of which are explained in the next section.

2.4. Temporal-difference learning
As the last section showed, DP offers a way of solving MPDs through expected updates, which require a com-
plete and accurate model of transition probabilities. Such a model is not practical to obtain for a novel aircraft
such as the Flying V. Therefore it may be useful to have RL methods that are based on experience and require
no model at all. This section introduces these model-free methods, which learn value functions (rather than
compute them as in DP), either from actual experience or simulated experience. The latter still requires a
model, but this model has less strict requirements than the explicit model of transition probabilities required
for DP.

To learn a value function an RL agent may sample the return observed after visiting a state, repeat this
many times and then average the returns observed. This procedure may be followed for a problem that has a
natural start and end (an episodic problem). If this is done for all states the average returns will converge to
the expected values. Methods that learn values this way are known as Monte Carlo (MC) methods.

An important advantage of MC methods is that they do not fully rely on the Markov property being true,
as they do not base value estimates on other value estimates, i.e., they do not bootstrap. Not bootstrapping
comes at the expense of learning speed though, as each value update has to wait until the end of an episode.
In applications where episodes are long or that are not episodic at all MC methods may fail. Additionally, MC
methods may have to discard full episodes if they include exploratory actions that did not result in a higher
return.

The obvious answer is then to bootstrap value estimates, .i.e., to not wait until the end of an episode to
update value estimates. Methods that combine the ideas of MC and DP in this way are known as temporal-
difference (TD) methods [96, 98]. They were inspired by animal learning psychology and artificial intelligence
and developed through the work of Samuel [71] and Klopf [50].

To make the difference between methods that do and do not bootstrap clearer and to differentiate be-
tween RL methods in general it is insightful to compare the update rules they use for estimates of, e.g., the
value of a state-action pair. The general form of an update rule is

est i matenew ← est i mateol d + step_si ze
[
t ar g et −est i mateol d

]
, (2.14)

where
[
t ar g et −est i mateol d

]
is an error in the estimate that is reduced by moving toward the target.

The step size is usually denoted by α.
Following this structure the update rule for MC value estimation is

v (st ) ← v (st )+α [Gt − v (st )] , (2.15)

with Gt the actual return after time step t . On the other hand a TD method that bootstraps 1 step ahead,
known as TD(0) [81], might follow

v (st ) ← v (st )+α
[
rt+1 +γv (st+1)− v (st )

]
. (2.16)

MC and TD(0) methods are two extremes in terms of bootstrapping: MC does not bootstrap at all as it
completes all steps until the end of an episode before it updates its value estimates, while TD(0) bootstraps by
looking only one step ahead. Bootstrapping over only 1 time step might not be ideal, as in some applications
a single time step might not be enough to observe a recognisable state change. Methods that look ahead n
time steps, as proposed by [96] and further developed by Cichosz [20], van Seijen et al. [93], usually form the
best compromise between TD(0) and MC. The update rule for such methods can be formulated as

vt+n (st )
.= vt+n−1 (st )+α [Gt :t+n − vt+n−1 (st )] , 0 ≤ t < T, (2.17)

where T is the last time step of the episode and is equal to infinity for an infinite-horizon problem. The
target in this update rule is the n-step return Gt :t+n . The value-estimation algorithm that can be created with
Equation 2.17 is known as n-step TD.
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As established above both MC and TD(0) have their advantages and disadvantages that must be con-
sidered in making a choice for an in-between algorithm with n steps. Three additional considerations are
important, especially for online implementation: the amount of steps determines the delay that is incurred
before updating, the amount of computation that is required at each time step and the memory required to
record states, actions and rewards.

Once the number of steps has been chosen TD can be used to construct an algorithm for control by again
using generalised policy iteration, as was introduced in the previous section. The policy improvement theo-
rem (see section 2.3) then guarantees convergence to the optimal policy if all states are visited and an infinite
amount of episodes is run. If no environment model is available there is no possibility to look ahead to the
next states and choose the action based on the best reward and next state, so the estimated values are required
to be action values.

In the real world it is often not possible to visit all states. Nor is it necessarily required though, as only part
of the state set might be of interest. For aircraft for example usually a flight envelope is defined which specifies
the extreme values that state variables may realistically reach. TD methods can be focused on the part of the
state set that is of interest. The next section introduces another concept that helps implementing RL in the
real world, by uncoupling behaviour from learning and thereby possibly increasing sample efficiency: off-
policy learning.

2.5. On-policy and off-policy learning
Section 2.1 introduced a dilemma central to RL: exploration versus exploitation. Exploratory actions are es-
sential to discover unknown territory, but a policy that occasionally explores will never be optimal. Therefore,
if the value function learns on that policy, the value function will never be the optimal value function either.
A possible solution is then to use two different policies: one that explores, called the behaviour policy b, and
one that moves towards the optimal policy, called the target policy π. This approach is called off-policy learn-
ing, as the agent learns from data off the target policy. Methods that use one and the same policy for value
estimation and policy iteration learn on-policy.

An implicit assumption of off-policy learning is that b covers π, i.e., π (a | s) > 0 implies b (a | s) > 0. There-
fore the b must be stochastic in states in which it is not equal to π. A way to ensure this is to make the
behaviour policy soft: it must select all actions in all states with nonzero probability.

To use the behavioural policy for estimating values under the target policy a scaling factor is needed,
generally obtained through importance sampling. Importance sampling entails weighting returns according
to the relative probabilities of their trajectories occurring under π and b, the importance sampling ratio:

ρt :T−1 =
T−1∏
k=t

π (ak | sk )

b (ak | sk )
(2.18)

A basic way of using off-policy learning in an RL algorithm is Q-learning, introduced by Watkins [96] in
1989. The algorithm is introduced below.

Q-learning: off-policy value-based model-free reinforcement learning
Q-learning is a model-free off-policy TD algorithm for discrete state-action pairs that converges if all state-
action pairs are updated continuously. The algorithm is therefore of limited applicability in high-dimensional
(continuous) state-action spaces, but it forms the basis for several state-of-the-art algorithms (e.g., DQN and
DDPG) and studying it therefore helps understanding its successors.

The update rule (analogous to Equation 2.14) for Q-learning is given by

Q (st , at ) ←Q (st , at )+α
[

rt+1 +γmax
a

Q (st+1, a)−Q (st , at )
]

, (2.19)

so the Q-learning target y is:

y = r +γmax
a

Q
(
s′, a

)−Q (s, a) . (2.20)

With this update rule the action-value of the next state st - determined by the behaviour policy - is updated
based on the action value obtained by following a greedy (i.e., maximising) policy maxa Q (st+1, a). This shows
why Q-learning is an off-policy algorithm.

The algorithm is given below in pseudocode.
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Algorithm 1 Q-learning, adapted from [82]

initialise Q(s, a) arbitrarily
repeat(for each episode):

initialise s
repeat(for each step of episode):

choose a from s using policy derived from Q (e.g., ϵ-greedy)
take action a, observe r , s′
Q(s, a) ←Q(s, a)+α

[
r +γmaxa Q

(
s′, a

)−Q (s, a)
]

s ← s′
until s is terminal

In algorithm 2.5 ϵ-greedy refers to a common mechanism for balancing exploration and exploitation.
An ϵ-greedy policy chooses the greedy action with probability 1-ϵ and a (random) exploratory action with
probability 0 ≤ ϵ< 1 (usually small).

■

The Q-learning algorithm (algorithm 2.5) involves a maximisation operation (in this case to construct the
target policy), which is common in RL algorithms. The maximisation serves as an estimate for the maximum
value. This estimate has a positive bias though, a maximisation bias.

Van Hasselt [88, 89] introduced a method to avoid maximisation bias in RL algorithms, known as double
learning. Double learning works by first producing two independent estimates (i.e., from different samples)
of a value and using one estimate to choose the maximising action, while using the other to estimate its value.
The value estimate will then be unbiased. Secondly the process is repeated with the role of the two estimates
reversed, resulting in a second unbiased estimate. Double learning requires double memory, but does not
introduce extra computation time, as only one of the two unbiased estimates is updated.

Although constructing an off-policy algorithm is slightly more tedious than constructing an on-policy
algorithm, an important advantage of off-policy learning is that it allows an RL agent to learn from past ex-
perience. Learning from past experience (see for example algorithm 2.6) has the potential of decreasing the
amount of samples required to learn an (approximately) optimal policy. However, off-policy algorithms in-
evitably suffer from a higher variance as samples are gathered from a different policy that the one that is
updated. This variance has presented a major challenge for stability and convergence that long prohibited
the effective use of off-policy algorithms in large continuous state and action spaces [13]. Nevertheless, recent
breakthroughs seem to have largely solved these issues of off-policy learning, as will be discussed in section
2.8. First, the next section will introduce an important concept that allows both on-policy and off-policy RL
to operate in large state and action spaces: function approximation.

2.6. Function approximation: extending to large state and action spaces
RL problems generally suffer from the curse of dimensionality [8], meaning that the number of states (and
thereby the computational requirements) increases exponentially with the number of state variables. Extend-
ing RL methods to large or even continuous state spaces therefore poses a problem. To solve this problem RL
has benefited greatly from interaction with the field of supervised learning.

With the help of a function approximator a value function or policy can be represented by a parameterised
function with weight vector w ∈Rd , where usually d <<| s |. The approximate value function is then given by
v̂(s,w) and the approximate action-value function by q̂(s, a,w). As the number of weights is smaller than
the number of states the update of a single state or state-action pair might generalise to several other states
or state-action pairs nearby. Apart from saving memory and computational requirements the generalisation
also means that not all states may have to be visited to estimate a value for them, thereby increasing sample
efficiency.

To approximate the value of a state s it is moved by a small amount toward its update target. Section 2.4
introduced the general update rule, Equation 2.14. To extend this idea to function approximation the update
rule is allowed to take an arbitrary form and the update of a single state may influence many other states.
All the function approximator does is learn to mimic output u if it is given input s. Usually this is done by
minimising an error between the best estimate of the true value (or the target) and the old estimate.

By formulating the problem in this way in theory any function approximator can be used. A common
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Figure 2.3: A feedforward ANN with two hidden layers.

and simple implementation of this strategy in the form of an update rule can be done through semi-gradient
descent:

wt+1 = wt +α [Ut − v̂ (st ,wt )]∇v̂ (st ,wt ) , (2.21)

where Ut is the update target at time t , which may for example be an n-step return.
Semi-gradient descent is a simple function approximation method that may work well for online RL. If a

non-linear function approximator is more appropriate RL may be combined with artificial neural networks
(ANNs). Other function approximator types that may be used for RL, with relevant literature, are linear mod-
els [3], SVMs [22], decision trees [38], Gaussian processes [69] and finally deep learning (see below). Note that
in choosing a function approximator it is critical to consider how well the function approximator can handle
non-stationary update targets and incrementally acquired data.

A class of function approximators that has had remarkable success with approximating complex and non-
linear functions is that of deep ANNs (ANNs with multiple hidden layers of artificial neurons) used in the field
of deep learning (DL), one of the most popular fields in machine learning.

An ANN is a network of interconnected units that are inspired by biological neurons. Figure Figure 2.3
shows a feedforward ANN that has two hidden layers, the layers between the input and output layers. Each
connection in the network has a weight. Connections may also be looped, resulting in a recurrent ANN.

A unit in an ANN applies a non-linear activation function to the weighted sum of its input signals, resulting
in an output or activation. The activation function is usually S-shaped (e.g., a logistic function, a rectifier non-
linearity or a step function) and should be chosen based on the function to be approximated.

Input units have a set activation: the input values of the function being approximated by the ANN. Output
units have as activation a function of the activation patterns over the input units (in a feedforward ANN),
parameterised by the connection weights. A network with at least one hidden layer can approximate any
continuous function with a finite number of non-linear activation functions [23]. The use of more than one
hidden layer usually allows for more complex function approximation however, as has been shown in practice
with deep ANNs [10].

The hidden layers in a deep ANN create a progressively more abstract representation of the ANN input.
Each unit adds a feature to build a hierarchical representation of the function that is approximated. An im-
portant advantage of deep ANNs is therefore it is not necessary to select or design features manually.

An ANN’s performance is measured through an objective function, which is usually minimised through a
stochastic gradient method that adjusts the network’s weights in the direction that minimises the error. The
gradient therein consists of the partial derivatives of the objective function with respect to each weight value
at that time. How the objective function is defined in an RL problem depends on the particular method.

A common problem of deep ANNs is overfitting on the training data set, resulting in poor generalisation
to unknown environments. Common methods to reduce overfitting include cross validation (stopping train-
ing when performance on a validation data set decreases), regularisation (modifying the objective function)
and weight sharing (reducing the number of degrees of freedom). In addition the dropout method (randomly
removing units during training) has shown particularly good performance and thereby results in good gener-
alisation [80].

For a more in-depth introduction to DL the reader is referred to the following literature. An extensive
overview of DL literature is given in [72] and a more compact literature review can be found in [52]. For a
comprehensive textbook introduction to DL the reader is referred to [39].
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The intersection of DL and RL has led to the fruitful field of deep reinforcement learning (DRL), also re-
viewed in [72]. The use of ANNs as function approximators for RL in general goes back to 1954 [33]. The ex-
tension to value function and policy estimation and the use of multilayer ANNs followed in the 1980s through
the work of Barto et al. [6], Werbos [98, 99], among others. A recent influential demonstration of the power of
DRL is the work of [76, 78, 79], who used RL with deep convolutional ANNs to train algorithms that beat the
world’s best players at the Chinese game of Go, a previously unattainable benchmark for artificial intelligence
researchers.

DL has an important advantage over previously used function approximators for RL that required deli-
cately chosen features to accurately represent the function to be approximated. DL requires less prior knowl-
edge because it can learn different levels of abstraction from data [35]. Therefore designers are spared the
difficult task of choosing the right features and the approximation power is high. This makes DRL promising
for real-world applications such as robots (including UAVs) [37, 55, 67], self-driving cars [15, 64] and passen-
ger aircraft (the focus of the current research).

Several challenges in the design of DRL agents remain though, the most prevalent of which are efficient
exploration of the environment and good generalisation of behaviour to different scenarios. Both challenges
are expected to be faced in FCS design for the Flying V. Efficient exploration is for example important in an
online learning setting and good generalisation is essential to transfer behaviour learned in a simulator to the
real world. A more detailed discussion of these challenges can be found in section 3.1.

DQN: extending Q-learning to large state spaces

Mnih et al. [60] used the idea of using function approximators to extend RL to large state spaces and applied it
to Q-learning (see algorithm 2.5). They used deep neural networks to approximate the optimal action-value
function, resulting in the algorithm known as Deep Q-Networks (DQN), which was an important early success
in the field of DRL. Extension to continuous state and action space was not possible with DQN though. How-
ever, DQN stands at the base of several more recently developed algorithms which do support continuous
spaces.

To approximate the action-value function q(s, a) it can be parameterised with parameter vector w, as
q̂(s, a,w). The parameters are approximated by networks known as Q-Networks, for which the target (see
Equation 2.14) is given by

y = r +γmax
a′ Q(s′, a′,w) (2.22)

Apart from parameterisation of the policy DQN uses a few other techniques to improve on standard Q-
learning. The first technique is known as experience replay. A set of previous experiences at each time step
et = (st , at ,rt , st+1) is stored in a replay buffer D . This replay buffer should not be too large, to avoid slow
learning, but also not too small, to avoid overfitting on very recent experiences. Note that experience replay
(which is used in several state-of-the-art algorithms) requires an off-policy learning algorithm, as the old
experiences in the replay buffer may have been obtained with an outdated policy. DQN applies Q-learning
updates to samples of experience (s, a,r, s′) which are randomly chosen from the replay buffer.

The second technique is the use of target networks. As the target given by Equation 2.22 depends on
the same parameters w which are being updated, learning can become unstable. With the use of a separate
parameter vector w− (a time-delayed version of w) to construct a target network Q̂, stability is improved. In
DQN Q̂ is constructed by simply cloning Q every C steps.

The target at step i can be defined as yi = r +γmaxa′ Q(s′, a′,wi ), which can be used to define an error to

perform a gradient descent step on. The error can be defined as the square of the TD error,
(
yi −Q(s, a,wi )

)2

although other ways of defining the error are possible (see, e.g., [82] for a discussion of different types of
error definitions). The loss function to be minimised is the expectancy of this squared TD error under the
behaviour policy. In DQN the target is constructed with the target network.

Pseudocode for DQN is given below.
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Algorithm 2 Deep Q-Networks, adapted from [60]

initialise replay memory D to capacity N
initialise Q with random weights w
initialise target action-value function Q̂ with weights w− = w
repeat(for each episode):

initialise s
repeat(for each step of episode):

choose a from s using policy derived from Q (e.g., ϵ-greedy)
take action a, observe r , s′ and store in D
set s′ = s
sample random minibatch of transitions

(
s, a,r, s′

)
from D

if s is terminal then
yi = ri

else
yi = ri +γmaxa′ Q̂

(
s′, a′,w−)

end if
perform a gradient descent step on

(
yi −Q(s, a,w)

)2 with respect to the parameters in w
every C steps reset Q̂ =Q

until s is terminal

■

2.7. Policy-based methods
This section introduces a class of RL methods that do not use a value function to base action selection on, but
learn a parameterised policy directly: policy-based methods. These methods have the important advantage
over value-based methods that they can be applied to continuous action spaces. The most straightforward
way of constructing a policy-based method is by using a stochastic policy, for which the parameters can be ap-
proximated through gradient ascent. Such methods are known as policy-gradient methods. A parameterised
policy can be represented by

π (a | s,θ) = Pr {at = a | st = s,θt = θ}, (2.23)

with θ ∈Rd ′
the parameter vector.

Policy-gradient methods aim to maximise a scalar performance measure J (θ) by approximating gradient
ascent in J :

θt+1 = θt +αà∇J (θt ), (2.24)

with à∇J (θt ) ∈Rd ′
a stochastic estimate of the expected gradient of the performance measure with respect

to θt . These estimates can be constructed through unbiased estimators based on sample trajectories [13].
A policy can be parameterised in any way, as long as its gradient exists for all possible states, actions and

parameter values. By choosing a stochastic policy π(a | s,θ) ∈ (0,1) exploration can be ensured. The action
preferences in a stochastic policy can be driven towards the optimal (deterministic or stochastic) policy.

Apart from offering a way of dealing with continuous action spaces, using a paramaterised policy rather
than a parameterised action-value function may have several other advantages, depending on the problem.
An important practical advantage of using a parameterised policy is that it offers a way of adding prior knowl-
edge about its desired form. Furthermore, for some problems approximating the policy may be easier than
approximating the action-value function. Finally, the policy-gradient theorem [84] offers a stronger theoreti-
cal convergence guarantee than the guarantees available for action-value methods.

REINFORCE: a base policy-gradient algorithm
To illustrate how policy-gradient methods can be implemented REINFORCE is shortly introduced here, the
base algorithm for this class of methods. The update rule for REINFORCE is:

θt+1
.= θt +αGt

∇π (at | st ,θt )

π (at | st ,θt )
(2.25)
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Figure 2.4: A generic actor-critic structure for off-policy learning. The behavioural policy selects an action. The environment responds
with a next state and a reward, which are used by the value function (the critic) to update state- or action-values. The updated and the
old values can be used to compute the TD error, which is in turn used to update the target policy (the actor) and the value function.

As the full return Gt is used for REINFORCE, it can be considered an MC method. The logic behind the
update rule is that the parameter vector θ is at each step moved in the direction of the gradient multiplied
by Gt

π(at |st ,θt ) . A higher return Gt increases the size of the step in the direction of this gradient, thus promot-
ing actions that result in a high return. A higher probability π (at | st ,θt ) of choosing this action decreases
the size of the step and thereby prevents that actions are favoured only because they are chosen more of-
ten. The fractional vector ∇π(at |st ,θt )

π(at |st ,θt ) is often implemented in algorithms through the equivalent expression
∇ lnπ (at | st ,θt ).

■

2.8. Actor-critic methods
At the intersection of value-based and policy-based methods is a class of methods that approximates both a
value function and a policy: actor-critic methods. Actor refers to the learned policy and critic to the learned
value function. The learning processes of the value function (e.g., a TD method) and policy (e.g., a policy-
gradient method) are separable, but can be solved simultaneously. In DRL both the actor and the critic can
be approximated by deep neural networks. The actor network then uses gradients to update the policy pa-
rameter vector θ and the critic network the value-function parameter vector w. Figure 2.4 displays a generic
actor-critic structure for off-policy learning. Advances in off-policy actor-critic structures have allowed the
design of many of the latest state-of-the-art DRL algorithms, some of shich will be discussed below.

Actor-critic methods have recently gained in popularity, although they have existed since the early days of
RL [7, 83]. In the 1990s action-value methods were preferred due to their simplicity, but their limited conver-
gence in combination with function approximation directed attention to policy-gradient methods. Policy-
gradient methods suffer from high variance and thereby slow convergence however, for which actor-critic
methods can provide a solution [13].

Although the fundamentals of RL are in this chapter primarily described in the language that is used
by artificial intelligence researchers, the fields of optimal control and dynamic programming have developed
methods similar to the actor-critic methods as they are described in this chapter. These methods are based on
HDP, DHP and GDHP, which were briefly introduced in section 2.3. Prokhorov and Wunsch II [68] formulated
a unified view of HDP, DHP and GDHP and their adaptive counterparts, naming these adaptive critic designs.
In the literature these methods are also referred to as actor-critic designs and action-critic designs.

With the fundamentals of RL covered in this section and the previous sections, this chapter has arrived at
a point where the latest developments in the field of model-free RL can be understood. The latest techniques
that have made stable performance of off-policy model-free RL in continuous state and action spaces possible
will be introduced through the introduction of three state-of-the-art algorithms: DDPG, TD3 and SAC.
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DDPG: extending DQN to continuous action spaces, an actor-critic approach
While conventional policy gradient methods use a stochastic policy (Equation 2.23) to ensure sufficient ex-
ploration, Deep Deterministic Policy Gradient (DDPG) (published by Lillicrap et al. [56]) improves on these
methods by using a deterministic policyµ(s, a,θ. A deterministic policy gradient (DPG) method was first pub-
lished by Silver et al. [77], who showed that DPG is in fact a special case of stochastic policy gradient. DPG
requires integration over the state space only, while stochastic policy-gradient requires integration over both
the state and action space, making DPG more sample efficient. DDPG showed state-of-the-art performance
on high-dimensional tasks at a computational cost similar to that of its predecessors when it was introduced
in 2014.

To still ensure sufficient exploration while using a deterministic (target) policy Silver et al. used an off-
policy algorithm with a stochastic behaviour policy, which can be constructed by adding noise to the actions
during training. DDPG uses the deterministic target policy to construct an actor-critic algorithm that uses a
function approximator to estimate action values and then updates the policy parameters in the direction of
the action-value gradient.

DDPG is similar to Q-learning and DQN (see section 2.5 and section 2.6) in the way it approximates the
optimal action-value function Q∗, through an implementation of the Bellman optimality equation (Equa-
tion 2.9) for Q(s, a,w) and the way it minimises a loss function. Furthermore, DDPG similarly uses experience
replay and target networks. However, DDPG updates the target networks differently from DQN, as DDPG up-
dates and averages them once every main network update, instead of every C steps.

DDPG adds an additional technique to DQN to enable maximisation over continuous action spaces,
which would be too expensive with a normal optimisation algorithm. The optimal action-value function is
assumed to be differentiable with respect to its action arguments, such that its gradient can be computed and
maximisation can be approximated. For this DDPG uses a target policy network µt ar g et , which is constructed
in the same way as the target Q-network. The target policy network approximates the maximising action for
the target action-value function. The resulting loss function is mimised by stochastic gradient descent.

Like the other algorithms in this chapter DDPG can be characterised by its target formulation. The target
of DDPG can be represented by

y = r +γQt ar g et
(
s′,µt ar g et

(
s′,θ

)
,w

)2 . (2.26)

The policy learning step in DDPG is performed by applying gradient ascent with respect to the policy
parameters to solve

max
θ

E
s∼D

[
Q

(
s,µ(s,θ)

)]
(2.27)

■

TD3: reducing function approximation error in DDPG and other actor-critic methods
Twin Delayed DDPG or TD3 is a state-of-the-art model-free DRL algorithm for continuous action spaces in-
troduced by Fujimoto et al. [36] in 2018. TD3 aims to improve on DDPG and other actor-critic methods by
addressing function approximation errors that cause overestimation of action values and sub-optimal poli-
cies. The authors brought about this improvement by adapting DDPG with the following three techniques.

The term twin in the name of TD3 refers to the first of these techniques, namely double learning, which
was introduced in section 2.5. TD3 constructs the target in its loss functions with the smallest of the two ac-
tion values it learns and names this clipped Double Q-learning. Thereby underestimation is favoured, which
is unlikely to persist during learning, as the policy will not favour actions with low values.

The term delayed refers to the second technique, namely that of delaying policy improvement until policy
evaluation converges. TD3 improves its policy once for every two policy evaluation steps. Delaying the policy
together with the use of target networks should reduce variance, a possible cause of overestimation bias.

The third technique is target policy smoothing. The smoothing is performed to avoid that incorrectly
highly valued estimates are exploited by the agent. By adding noise to the target policy and averaging over
mini-batches, variance in the target (caused by function approximation errors) can be smoothed. The rea-
soning behind this technique is that similar actions should have similar values and outliers are therefore
probably incorrect.

Target policy smoothing is applied by injecting clipped noise to the target policy and then clipping the
action that results from the target policy with added noise. The target action is then:

a′ (s′
)= clip

(
µtarget

(
s′,θ

)+clip(ϵ,−c,c), aLow , aHigh
)

, ϵ∼N (0,σ), (2.28)
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in which µt ar g is the target policy, c the maximum noise value and the action is subsequently clipped to
ensure it lies within the valid action range aLow ≤ a ≤ aHi g h .

Clipped double Q-learning is performed by constructing the target y for both action-value functions as

y = r +γmin
i=1,2

Qi ,targ
(
s′, a′ (s′

)
,w

)
, (2.29)

and then choosing the smallest target value of the two, to which both action-value functions are regressed.
Then, like in DDPG, Equation 2.27 is used for policy improvement, although less frequently than in DDPG,

as prescribed by the delay technique. For this DDPG simply uses the first of the two action-value function
approximations it has learned. Also similar to DDPG, noise in the behaviour policy is added to ensure explo-
ration.

■

SAC: combining ideas from DDPG and stochastic policy-gradient methods
Soft Actor-Critic (SAC) is a state-of-the-art DRL algorithm for continuous action spaces (a version for discrete
action spaces can also be constructed) that was developed by Haarnoja et al. [42] around the same time as
TD3. Like TD3 it improves on its predecessors, although in a slightly different way. Similarities between TD3
and SAC are that both are off-policy actor-critic algorithms, that both incorporate clipped double Q-learning.
Moreover, both TD3 and SAC use some form of target policy smoothing, although in a different way.

A unique aspect of SAC among off-policy methods is that it is based on the maximum-entropy reinforcement-
learning framework, in which the actor aims to maximise both the expected reward and the entropy, a mea-
sure of randomness. This way of formulating a reinforcement learning problem increases robustness to
model uncertainties, an advantageous asset if SAC were to be used to develop a flight control system for the
Flying V based on a simulation model. Furthermore, maximum entropy policies improve exploration [41].

For the first version of SAC it proved hard to tune the temperature hyperparameter, so Haarnoja et al. [43]
introduced an updated version which improved stability with respect to the hyperparameters and included
a way of automatically tuning the hyperparameters. These updated features may open the door to online
learning with DRL, which has previously proven to be hard, due to low sample efficiency and high sensitivity
to hyperparameter tuning. Hyperparameter tuning may be possible during offline learning, but it prohibits
online application. In [44] Haarnoja et al. used SAC to learn a quadrupedal robot to walk from scratch in the
real world, without a model of the environment, in two hours.

The RL objective (normally the expected sum of future rewards) in the maximum-entropy reinforcement-
learning framework can be constructed by adding an entropy term H multiplied with a temperature param-
eter α to the reward. α determines the relative importance of entropy an thereby the stochasticity of the
optimal policy. The normal RL objective is a special case of the maximum-entropy objective for α→ 0. The
temperature parameter can be kept fixed as proposed in [42] or varied over training as proposed in [43].

Policy evaluation in the maximum-entropy framework can be formulated through an adaptation of Equa-
tion 2.9 as

Qπ(s, a) = E
s′∼P
a′∼π

[
r
(
s, a, s′

)+γ
(
Qπ

(
s′, a′)+αH

(
π

(· | s′
)))]

= E
s′∼P
a′∼π

[
r
(
s, a, s′

)+γ
(
Qπ

(
s′, a′)−α logπ

(
a′ | s′

))]
,

(2.30)

in which next states are drawn from the replay buffer and next actions are determined by the behaviour
distribution (contrary to actions in TD3, which are determined by the target policy). An approximation of the
expectation in Equation 2.30 can be made through

Qπ(s, a) ≈ r +γ
(
Qπ

(
s′, ã′)−α logπ

(
ã′ | s′

))
, ã′ ∼π

(· | s′
)

, (2.31)

where ã′ is used to accentuate that this action is determined by the behaviour distribution.
Like TD3, SAC uses clipped double Q-learning. The target y is constructed through

y = r +γ

(
min
j=1,2

Qtarg, j
(
s′, ã′,w

)−α logπ
(
ã′ | s′,θ

))
, ã′ ∼π

(· | s′,w
)

. (2.32)

Policy improvement in SAC is performed through the following rule:

max
θ

E
s∼D
ξ∼N

[
min
j=1,2

Q j (s, ã(s,ξ,θ),w)−α logπ (ã(s,ξ,θ),θ | s)

]
, ξ∼N (0, I ) (2.33)
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Figure 2.5: An illustration of the integration of direct RL (learning from direct interaction with the environment) and planning (basing
updates on interaction with simulated experience from a learned model) in a single algorithm. From [82].

From this rule three differences with policy improvement in DDPG and TD3 can be deduced. Firstly, whereas
TD3 simply uses the first of the two action-value function approximations it has learned in the policy im-
provement rule (Equation 2.27), SAC uses the minimum of the two action-value function approximations.
Secondly, action selection in SAC is stochastic, with noise parameter ξ. And thirdly, policy improvement in
SAC involves an entropy term.

■

This section has omitted the discussion of commonly used on-policy algorithms such as TRPO, PPO and
A3C, as they are typically less sample efficient than off-policy methods. Until recently these on-policy algo-
rithms were the best choice for many applications because off-policy algorithms suffered from stability and
convergence issues if they were combined with high-dimensional non-linear function approximators. How-
ever, with the introduction of DDPG and its successors TD3 and SAC, the stability and convergence issues
were largely solved.

2.9. Combing learning and planning
Section 2.3 explained that the dependency of DP methods on a perfect model of the environment limits their
practicality. Section 2.4 then introduced TD as a way to completely remove the reliance on a model. In
some cases it would however be beneficial to use some available knowledge of the environment, while not
completely relying on it. The present section introduces the basic ideas behind methods that combine the
ideas of model-based methods such as DP and model-free methods such as TD methods.

Model-based methods may use a model of the environment for state-space planning: searching the state
space for an optimal policy. State-space planning methods use a model of the environment to simulate expe-
rience. They subsequently update value updates based on the simulated experience, which are in turn used
to improve a policy. Planning is therefore similar to learning and in many cases the same RL algorithms that
are used for learning can be used for planning. The difference is that planning methods base their updates on
simulated experience, while learning methods base their updates on real experience (where real experience
may in this case be experience gained in a simulated environment).

To allow online implementation of methods that combine learning and planning, planning may be done
incrementally, to limit computational expense. Online RL methods that incorporate planning may not even
require a model of the environment a priori, as they may learn the model online. These methods are model-
free in the sense that they do not require a model given by the designer, but in this report they will be referred
to as model-based methods, to make the difference with methods that do not plan clear. Model-based meth-
ods may combine learning (also known as direct RL), planning and acting in the real world in an arbitrary
way, as illustrated in Figure 2.5, making a wide variety of RL methods that combine these steps possible.

A direct comparison between model-free RL and model-based RL is hard. However, a high-level compar-
ison can be made based on the following distinctions. Firstly, model-free state-of-the-art methods are better
understood than model-based methods, as they are more researched in the field of DRL. Secondly, model-
free methods are simpler, as they do not require a model-learning nor planning algorithm, and are therefore
easier to understand and implement. Thirdly, model-free methods may require less computation per step, as
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they do not require computation for model-learning nor planning. This may be an important consideration
in online applications or if computation power available for offline learning is limited. Fourthly, model-free
methods do not suffer from bias in the learned model, which may arise when an RL agent learns in a simu-
lated environment that is biased with respect to the real world.

On the other hand, model-based methods are often more sample efficient [35, 82], as they may learn from
the knowledge gained by estimating a model of the environment. Brunnbauer et al. [16] argue that model-
based RL also generalises better from simulation to the real world. However, they base their conclusion on
empirical evidence of an RC car. More research is required to make a definite comparison between model-
free and model-based methods in sim-to-real problems. In more complex environments such as 6-degrees-
of-freedom aircraft and especially in environments that are not accurately modelled, conclusions on this
comparison may well be different.

This report will from here onward focus on the model-free approach, because for this approach evidence
exists of successful application on a fixed-wing passenger aircraft (see [24]), of which the dynamics are as-
sumed to be reasonably similar to those of the Flying V. Furthermore, it is not known how good the existing
simulation models of the Flying V are, as no full-scale model of the aircraft exists with which the model can be
validated. It is therefore likely that the simulation model of the Flying V would introduce bias in the learned
model, which may hinder performance if the trained agent were to be used in the real world at a later stage,
on an iteration of the simulation model, or on a sub-scale model of the Flying V.

2.10. Comparison of state-of-the-art model-free DRL algorithms
This chapter started with the very basics of reinforcement learning and gradually built towards the latest de-
velopments, marked by the state-of-the-art model-free continuous-state-and-action DRL algorithms DDPG,
TD3 and SAC (see section 2.11 for an overview of the evolution of model-free RL). However, as we are inter-
ested in the application of state-of-the-art RL to flight control of the Flying V, an important question remains
(see research question 1): which of these algorithms is most promising?

Figure 2.6 gives a comparison of common model-free DRL algorithms, performed by Lazaridis et al. [51]
on various continuous control tasks in the MuJoCo environment, a popular physics simulation platform. The
figure shows that there is no one algorithm that clearly outperforms the others, but performance depends on
the task. It is clear though that DDPG, TD3 and SAC all generally perform relatively well. In fact out of all
these 7 MuJoCo tasks, DDPG took 2/7 wins, TD3 took 4/7 wins and SAC took 1/7 wins, suggesting that TD3
and DDPG outperform SAC.

However, a comparison based on the aforementioned results does not take all factors into account. As
reported by Duan et al. [30] and Henderson et al. [45] DDPG requires careful tuning of its hyperparameters
to attain satisfactory results and errors in policy evaluation often lead to divergent behaviour. To take the
limited available time for the research proposed in this literature study into account and to leave the door
to online implementation (to which high sensitivity to hyperparameter settings is a major obstacle) open,
DDPG is discarded as a viable candidate. This leaves TD3 and SAC as the remaining candidates.

Figure 2.7 gives a comparison of TD3 and SAC for various MuJoCo tasks based on their learning curves,
performed by Ball and Roberts [5]. This figure illustrates again that a comparison of state-of-the-art DRL
algorithms is not straightforward, as performance is highly task-dependent. The author reports a statisti-
cally insignificant difference for the Ant and Walker2d tasks, a significantly better performance of SAC on
the HalfCheetah task and a significantly better performance of TD3 on the Hopper task. In terms of sample
efficiency TD3 is 1.5 times better on the Ant task.

To conclude, based on the results discussed in this section DDPG seems unpractical due to its relative
sensitivity to hyperparameter settings and TD3 and SAC are the most favourable in terms of performance.
TD3 does seem to slightly outperform SAC in the MuJoCo environment on average though, although this
does not mean that the same would be true for a flight control task of the Flying V. Section 3.9 will further
compare TD3 and SAC, although this time in terms of practicality for application in the present research.

2.11. A perspective on the research field of DRL
Figure 2.8 illustrates the evolution of model-free RL through the algorithms discussed in this chapter. Each
algorithm represents a transformative step in the recent evolution of model-free RL. Through these steps the
research field arrived at its current stage of development: one in which control of problems with continuous
state and action spaces in many dimensions is possible.

However, to accelerate progress even more some aspects of the research field could be improved, two



42 2. Reinforcement learning: from fundamentals to state of the art

Figure 2.6: Scores of common model-free DRL algorithms on various MuJoCo tasks. From [51].
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Figure 2.7: Learning curves for various MuJoCo tasks. A comparison of SAC and TD3. From [5].
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Figure 2.8: The evolution of model-free RL illustrated through the algorithms discussed in this chapter. Base algorithm Q-learning
(section 2.5) could be extended to large state and action spaces through the combination with deep learning, leading to the introduction
of DQN and thereby DRL (section 2.6). Ideas from DQN were later combined with those from REINFORCE - a base algorithm in the
class of policy-based methods (section 2.7) - to arrive at DDPG (section 2.8), thereby enabling control of continuous action spaces. Most
recently DDPG’s shortcomings with respect to stability and convergence were addressed, leading to state-of-the-art algorithms TD3 and
SAC (also section 2.8).

of which will be briefly discussed here. Firstly, as may have become clear from the comparison between
TD3 and SAC in the previous section, comparing the performance of even quite similar RL algorithms is not
straightforward. As there is no uniform view of the best way to benchmark RL algorithms, authors tend to
cherry-pick tasks on which their algorithm performs well. For example, both the authors of TD3 and the
authors of SAC claim (and demonstrate) that their algorithm outperforms the other. This lack of uniformity
in benchmarking makes it harder for researchers in the field to make an objective choice between existing
algorithms, which is clear from the fact that many research papers that use either TD3 or SAC in application
state that that algorithm outperforms all competition. Specifically SAC outperforming TD3 is cited often,
while the previous section of this report has shown that this is not necessarily the case.

Secondly, a lack of clear structure in the field of model-based RL makes it hard for a researcher to enter
this field. As outlined in section 2.9 combining learning and planning can be done in a multitude of ways
and there seems to be no unified view in the field of how these combinations should be formed. This is
unfortunate because model-based RL seems to have the potential to improve sample efficiency over model-
free methods. Nevertheless, a possible advantage of model-free methods is that they closest resemble how
animals learn (e.g., a bird learns how to fly without a model of the world).

Apart from the aforementioned challenges many opportunities exist in the field of DRL. With the recent
extension of RL to continuous state and action spaces many more real-world applications are possible. An
especially exciting advantage of RL over other machine-learning methods is its potential to make increase
autonomy of systems. While supervised learning relies on mimicking data provided and labelled by humans,
RL can learn directly from experiences gathered in the real world. Although low sample efficiency has so far
hindered many applications in the real world, the fast improvement of RL algorithms brings hope for the
(near) future.



3
Application of reinforcement learning to

flight control

Chapter 2 led from the fundamentals of reinforcement to the latest algorithms, of which especially TD3 and
SAC seemed promising candidates for flight control of the Flying V. Knowing that these algorithms represent
the state-of-the-art in DRL in theory does however not necessarily mean that they perform well when they are
applied to a flight control problem. Therefore this chapter will explore the challenges and opportunities of
applying state-of-the-art DRL methods to (flight) control problems, not only to assess whether these methods
are suited for flight control of the Flying V but also to learn the best way to implement these methods.

Section 3.1 discusses common challenges in the application of RL to problems in general, whereas sec-
tions 3.2-3.9 analyse literature on RL applied specifically to flight control problems to discover additional
issues and possible solutions. Hereby the focus is on literature that applies model-free DRL.

Specifically, section 3.2 assesses the feasibility of applying RL to problems with non-linear, coupled dy-
namics (see research question 1(e)). Section 3.3 assesses the robustness of RL to model uncertainties (see
research question 1(f)). Thereafter section 3.4 aims to find a strategy for formulating states and actions
(see research question 3(b)) and section 3.5 for a reward function (see research question 3(c)). Then section
3.6 discusses different ways of structuring RL agents (see research question 3(d)). Section 3.7 evaluates the
choices between episodic and continuing learning and between setting up a learning curriculum and learn-
ing the target task directly (see research question 3(e)). Thereafter section 3.8 gives a preliminary indication
of the computational resources required for the research proposed in this report (see research question 3(g)).
Lastly, section 3.9 compares TD3 and SAC applied to flight control (see research question 1).

3.1. Common challenges
Although reinforcement learning algorithms have produced some impressive results on complex problems
in recent years (see also section 2.6), examples of successful applications of RL in the real world are scarce.
The reason for this scarcity is that the application of the current state-of-the-art in RL to real-world problems
often proves to be hard. This section will briefly discuss the following three common challenges of applying
RL, such that they can be taken into consideration and possibly be addressed in future research:

1. dealing with low sample efficiency,

2. trading off generalisation and overfitting and

3. ensuring safety of exploration.

The first and perhaps foremost problem in applying RL to real-world problems is its low sample efficiency.
In real-world situations an RL agent usually requires many interactions with its environment to converge to
a (nearly) optimal policy. This is especially a problem if the agent learns online, where interactions with the
environment are usually expensive. However, also in an offline learning setting long training times hinder
progress, as it can mean designers have to wait hours before it is clear if the program needs debugging or
hyperparameter tuning.

45
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The algorithms that the present report focuses on rely on non-linear function approximators which are
likely not sample efficient enough to allow online learning. Research on online RL for flight control generally
focuses on other methods, such as ADP methods in which a model of the environment is learned incremen-
tally to increase sample efficiency. For a discussion of online RL for flight control using incremental ADP the
reader is referred to, e.g., Zhou [102].

The second challenge of applying RL discussed here is a trade-off common to machine learning in general,
between generalisation and overfitting. In an offline learning setting interactions with the (simulated) envi-
ronment are relatively cheap and therefore many interactions may be gathered. However, training too long
in the simulated environment may result in overfitting on an environment which is based on assumptions
and does not represent the complete state space. Regarding flight simulation specifically, the dynamics at the
extreme edges of the flight envelope are non-linear and are therefore usually not or inaccurately modelled.
A common method to avoid overfitting is to stop training as soon as a certain reward threshold is reached.
More sophisticated methods are mentioned in section 2.6.

A possible practical solution to avoid overfitting and thereby enhance sim-to-real transfer is to train the
agent on a diverse set of manually designed environments. Capasso et al. [17] use this approach to train a
DRL agent for autonomous driving on roundabouts, for which they create a diverse set of manually designed
roundabouts. Another important advantage of this approach is that a separate validation environment can
be created to test the robustness of the agent to a change in the environment. A similar approach could be
adopted for the Flying V by manipulating aerodynamic coefficients to create different training environments
(i.e., a different aircraft model) or a validation environment. A comparable method is domain randomisation,
in which the environment is randomly manipulated for training, as is done in [2].

Thirdly a challenge that applies to online learning specifically is safety of exploration. Especially in the
aerospace domain online exploratory actions may result in a vehicle moving outside the safe flight envelope.
Two approaches are possible to ensure safe exploration: the aircraft may be placed in a safe environment
(e.g. by placing a scale model in a wind tunnel or a UAV in an enclosed arena) or the RL algorithm may
prevent unsafe exploratory actions. An example of the latter approach is given by Mannucci [57]. As the
research proposed in this report will focus on offline learning, safety of exploration is not further discussed
in detail. The following sections (3.2-3.9) will cover literature on RL applied to flight control to discover the
more specific and practical challenges of applying RL to flight control and learn from existing solutions.

3.2. Feasibility
The Flying V’s uncertain simulation model and non-linear, coupled flight dynamics most likely pose a chal-
lenge to standard PID-control methods (see also chapter 1). How and if a controller based on RL can solve
the flight control problems of the Flying V, as posed in research question 1(e), will be answered in the main
research phase that will follow this literature study. However, the following two research papers indicate a
reasonable feasibility.

Clarke and Hwang [21] used model-free DRL algorithm Normalised Advantage Function, a variant of
DQN, to train a controller for a fixed-wing aircraft offline. The resulting controller successfully demonstrated
several aerobatic manoeuvres in real-time simulation. The manoeuvres involved flying at the extreme edges
of the flight envelope and are therefore prime examples of flight control tasks with coupled, non-linear dy-
namics.

Another example of a successful application of model-free DRL to a flight control problem involving non-
linear and coupled dynamics is given by Waldock et al. [95]. They trained a DQN agent offline on a simulation
model of a variable-sweep UAV to perform a perched landing (a landing preceded by a rapid pitch-up move-
ment to drastically reduce airspeed), by controlling the sweep angle and elevator deflection. The trained
agent successfully demonstrated a perching trajectory at altitude in the real world. This section focused on
flight control of a complex, though nominal, system. The next section will investigate how well RL performs
on a system that differs from the nominal system.

3.3. Robustness
The previous two examples show that model-free DRL can indeed solve flight control problems that involve
coupled, non-linear dynamics. However, a second important challenge for a flight-control system for the
Flying V is that it will be developed with a simulation model that has not been validated on a real aircraft.
Therefore the flight control system needs to be robust to model uncertainties (see research question 1(f)).
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Wada et al. [94] tested the transfer of a model-free DRL (A3C [61]) agent trained in simulation to the real
world. They used a simulation model of a fixed-wing UAV to train the agent on a pitch-angle-reference-
tracking task and subsequently tested the agent on a real model of the UAV in a wind tunnel. For this experi-
ment no specific measures were taken to reduce the reality gap, other than training on a range of time delays.
The results showed that not simulating the right amount of time delay had a degrading effect on real-world
performance. Moreover, friction around the pitching shaft (which was not modelled) resulted in unstable
elevator and subsequently angle-of-attack behaviour. To conclude, this research shows the importance of
considering the gap between simulation and the real world.

More recent DRL methods may be more robust due to enhanced exploration though (especially SAC,
which maximises entropy to stimulate exploration, see section 2.8). Moreover, mitigation measures such as
domain randomisation [66] and Long Short Term Memory (LSTM) layers in ANNs may improve sim-to-real
transfer.

Besides facilitating the transfer from simulation to the real world, a robust flight control system may limit
performance degradation when an aircraft experiences failures or atmospheric disturbances, which are hard
to model due to their non-linearity. Bøhn et al. [14] showed that a tailless fixed-wing aircraft controlled by a
model-free DRL agent (specifically PPO [73]) was robust to atmospheric disturbances (wind and turbulence)
that it had not experienced in training, as illustrated by the results for wind and turbulence with a magnitude
of 20 m/s displayed in Figure 3.1. The research also demonstrated that the DRL agent was more robust to
turbulence than a PID controller. Figure 3.2 shows the comparison of the RL agent to a PID controller for
attitude-angle-tracking tasks. The figure also shows that the RL agent is better capable of eliminating steady-
state errors than the PID controller, which is most visible in the roll-angle plot.

Dally [24] showed that a flight control system based on state-of-the-art model-free DRL method SAC (see
section 2.8) was not only robust to atmospheric disturbances, but also to failures, varying initial flight condi-
tions and tracking task types, and biased sensor noise. He trained the agent using a high-fidelity simulation
model of a CS-25 class aircraft (a business jet). The resulting controller was able to perform coordinated
turns with a low tracking error and most notably was robust to severe failures (which it had not experienced
in training), such as a jammed rudder at -15 degrees, a 70% less effective aileron and a reduced elevator range,
as shown in Figure 3.3. The figure shows the performance of the SAC agent in an altitude-tracking task with
reduced elevator range. The solid grey line indicates the time at which the failure occurs. Robustness of
the controller to the reality gap between simulation and the real world was not tested, but it is likely that the
demonstrated generalisation to unknown circumstances means that SAC and possibly similar algorithms can
generalise relatively well from simulation to the real world.

Fault tolerance with the help of RL may also be accomplished by implementing a controller that adapts to
changed system dynamics when a failure occurs. However, as discussed in chapter 1, model-free DRL algo-
rithms are usually not sample efficient enough to learn the changed system dynamics online. An alternative
way of using model-free DRL for adaptive control is to train the agent on failed system dynamics offline and
then switching the adaptive controller on once a failure is detected by a separate failure detection system (see
research question 6(b)). Sharma et al. [74] successfully applied this approach, using SAC to develop an adap-
tive control system for a single rotor failure of a quadcopter. Hover, landing and path following in 2D and 3D
was possible with the failed system. Interestingly though, Dally [24] found that training an SAC agent on failed
system dynamics did not necessarily improve performance over a robust controller which had not trained on
the failed system dynamics. Figure 3.3 shows an example of this, where the agent that has trained on the ele-
vator failure is active after the dashed grey line, whereas before the dashed grey line an agent is active that has
never seen the failure before. Therefore, it is not clear whether an offline-trained model-free DRL approach to
adaptive control is beneficial. In any case, an important downside of fault tolerance through offline-trained
adaptive control is that failures are inherently unpredictable and that therefore the feasibility of training an
adaptive controller offline, on all failures that are reasonably likely to occur, is questionable. Robust control
does not rely on specific failure cases experienced offline and therefore - when properly designed - enables
robustness to a more general set of failure cases, within a limited uncertainty range.

3.4. Formulating states and actions
The states and actions in the formulation of the reinforcement-learning problem of this research must be
based on the states and control signals available in a simulation model of the Flying V, which will be discussed
in section 4.3. However, before going into the specifics of the Flying V, past implementations that are similar
to the present work can give an insight into what considerations must go into choosing the formulation of



48 3. Application of reinforcement learning to flight control

Figure 3.1: A PPO agent’s performance on various tracking tasks for a fixed-wing UAV model, while subjected to wind and turbulence
with a magnitude of 20 m/s. The agent had not experienced any wind nor turbulence during training. From [14].
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Figure 3.2: Comparison of an RL agent to a PID controller in tracking a reference attitude angle, displayed as a dashed green line. From
[14].

Figure 3.3: An SAC agent’s performance on an altitude-tracking task for a fixed-wing business jet model, while experiencing a failure,
causing a reduced elevator range. External reference signals are displayed as red dashed lines and self-generated reference signals as red
solid lines. Control inputs are displayed as green solid lines. The solid grey lines indicate the time at which the failure occurred. To the
left of the dashed grey line the agent that has not trained on the failure is active, while to the right of the dashed grey line the agent that
has trained on the failure is active. From [24].
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states and actions, thereby providing a partial answer to research question 3(b).
For the formulation of a state vector firstly its size must be considered carefully, as a smaller state vector

generally speeds up learning [14], but too little information on the state of the environment can lead to un-
satisfactory performance. Including information from previous time steps in the state vector may improve
training time [14] and success rate, especially when latencies are involved [28]. Secondly the choice of specific
states must be considered (often referred to as observations, as they do not necessarily correspond with the
actual states in the Markovian sense). To avoid steady state errors, the error between the measured and the
reference attitude angle may be used as a state, instead of the angle itself, whereas the angular rates may be
used directly to attain a satisfactory transient response [24, 86]. Lastly normalising the state vector may speed
up learning, as ANNs often converge faster when they do not need to learn how to scale their input features
themselves [14].

Actions in an RL algorithm are usually defined in terms of a normal distribution and subsequently clipped
(or squashed in case SAC is used) to a range of [−1,1]. This range then needs to be scaled to meet the appro-
priate range for the corresponding control signal. This general formulation of the action range allows for
more flexibility in mapping actions to control signals. As noted by Bøhn et al. [14] aggressive control signals
may lead to actuator wear. Dally [24] uses this scaling to define actions in terms of control input increments
- a hundredth of actuator limits - citing that direct control inputs resulted in unstable behaviour during tests.

Apart from preventing aggressive actuator deflections, using domain knowledge to define the action range
may also help to speed up learning by limiting the action space. For example, Tsourdos et al. [86] used this
tactic by limiting the range of control surfaces that were less relevant for a specific task (e.g., the rudder in
a pitch control task). For the Flying V a similar approach may be adopted, although a trade-off must be
made between allowing the RL agent to fully explore its action space and speeding up learning. As the Flying
V possesses two pairs of elevons, which both influence roll and pitch, the size of the action space may be
limited by imposing a control allocation scheme on the elevators. Limiting the ranges of actuators that are
not relevant for a specific task may be explored as well.

3.5. Reward-function engineering
Besides adjusting the definition of actions, adjusting the reward function is another way of integrating do-
main knowledge in the formulation of the reinforcement learning problem (see also research question 3(c).
Carlucho et al. [19] used this approach in their design of a reinforcement learning controller for an au-
tonomous underwater vehicle. As their initial reward function resulted in thruster outputs too high to be
implemented in the real vehicle, they incorporated two penalty terms for using the thrusters in the reward
functions. The first term weighted the magnitude of thruster usage and the second term penalised sudden
changes in the control signals to the thrusters. This approach to mitigating aggressive control signals shows
an alternative to the approach used by Dally [24].

Regarding the mathematical formulation of the reward function several approaches can be found in litera-
ture, including clipping [14] and the L1 norm [24], a function of the squared error [86] and a Gaussian reward
function [19]. Usually different components of the error used in a (negative) reward function are weighted
empirically (e.g., Dally [24] gives the sideslip angle a relatively high weight as its magnitude is usually small).
To the best knowledge of this author no systematic comparison of these different types of reward functions
is available in the literature and therefore the most appropriate type for the present research may be found
empirically.

3.6. Structuring RL agents
Research question 3(d) refers to another important consideration in developing a flight controller for the
Flying V: the structure of the agents. Ideally the reinforcement learning problem is formulated such that an
agent has direct control over control surface deflections and thereby tries to accomplish a high-level goal
(analogous to the reference input for the outer loop of a standard flight control system), such as performing
a coordinated turn. That way the problem formulation and the training procedure are kept simple. Clarke
and Hwang [21] cite this way of formulating the problem as resulting in successful training of the RL agent
to perform complex aerobatic manoeuvres. However, due to the increased complexity of the problem that
the agent has to learn, this way of structuring may lead to slow learning or, as Dally [24] points out, to less
robustness. Dally’s results show that although performance loss was small, robustness suffered, as the aircraft
could not be kept stable under severe failures, contrary to when the aircraft was controlled through a cascaded
controller structure.
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Using a cascaded controller structure on the basis of domain knowledge is a more complex but perhaps
better option than direct control. For example, for an altitude tracking task two agents may be trained. The
first agent senses as state the error between a reference altitude and the measured altitude and computes as
action a (change in) reference pitch angle, which is in turn used as the state sensed by the second agent. The
second agent can directly control the control surfaces of the aircraft through its actions. The dynamics the
first agent faces in this setup are much slower than the dynamics the second agent faces. By uncoupling these
distinct dynamics the problem the agent tries to solve becomes less complex.

3.7. Training strategy
The last aspect of implementation that will be discussed in this chapter is the training strategy (see research
question 3(e)). Specifically, the choice between episodic or continuing learning and the choice between
learning the target task directly or setting up a learning curriculum. Episodic learning has a distinct advan-
tage over continuing learning because it allows control over exploration of the state space by using random
initial conditions and reference attitudes (see, e.g., [14]). Moreover, episodic learning is the most popular
choice in the literature on offline RL for flight control is therefore supported by more evidence than continu-
ing learning. Therefore episodic learning is favoured over continuing learning for the present research.

Curriculum learning may speed up learning or allow the agent to learn tasks that are otherwise too com-
plex. It is a bio-inspired approach, in which an agent is first trained on a simplified task and subsequently
on more complex tasks that better resemble the target task. Tsourdos et al. [86] successfully applied this
approach in training a DDPG agent for flight control of a 6 degree-of-freedom simulation model of a tube-
and-wing aircraft. They designed a curriculum with 4 steps. The agent was subsequently trained to control
pitch, roll and yaw and finally to control all attitude angles simultaneously.

The authors cite as an additional advantage of using this type of curriculum that problems in the learn-
ing process can be identified more easily and can be addressed without having to redo the whole learning
process. Although this research demonstrates that curriculum learning in this form works, no comparison is
made with a training setup in which the agent is directly trained to control all attitude angles. Therefore it is
not clear whether curriculum learning sped up learning in this case.

3.8. Computational resources
This last section on lessons from past implementations tries to provide a preliminary answer to research
question 3(g), "Are the available computational resources sufficient?", based on the literature. Hereby firstly
literature on 6 degree-of-freedom coupled dynamics flight control tasks is considered, which is considered to
have a level of complexity similar to that of the tasks considered for the present research.

A first observation is that computing resources found in literature are generally larger than the offline (i.e.,
laptop) resources at hand for the present research, which consist of an Intel i5-8265U CPU @ 1.60GHz - 1.80
GHz with 8.00 GB of RAM and no GPU. Clarke and Hwang [21] used an Intel i7-7700HQ CPU @2.80 Hz with 32
GB RAM to train a PPO agent in an "order of hours". Bøhn et al. [14] used an Intel i7-9700k CPU and an RTX
2070 GPU to train a DDPG agent in "about an hour". These training times highlight the lack of computational
simplicity of these DRL algorithms that would be required for online learning. However, these computation
times do indicate that the present research is feasible in terms of computation time if an offline learning
setting is used. Due to the low computational resources at hand the use of cloud computing resources such
as Google Cloud, Azure, and AWS will be considered.

3.9. Choice for TD3 over SAC
Section 2.10 showed that both TD3 and SAC are favourable candidates for the present research, as perfor-
mance is comparable and the better performing algorithm differs per task. However, in terms of practicality
for flight control a remarkable difference between the two algorithms can be observed. As SAC is based on
the maximum entropy RL framework (see section 2.8) its exploratory steps during training are more random
(randomness is rewarded in SAC). It is therefore common to convert the stochastic policy of an SAC agent to
a deterministic one at test time, for which the mean of action probabilities is used. This procedure works well
if training happens only offline, but if SAC were to be trained (partly) online in an aircraft, the high degree of
randomness in its exploratory actions would increase the likelihood of performing unsafe actions. Moreover,
the often highly oscillatory control signal that results from highly random actions would increase actuator
wear.
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Choosing a purely offline training procedure would solve the issues mentioned above, but from the results
published in [28] another interesting consequence of the random action selection in the training of SAC can
be observed. Figure 3.4 and Figure 3.5 show the time histories of actions of a TD3 agent an an SAC agent
respectively for various initial conditions, both trained for attitude control of a flying wing in simulation using
spanwise blowing for roll control. Although both agents learned a nearly optimal policy in approximately
the same amount of time steps (the SAC controller showed a slightly larger overshoot though), SAC’s policy
notably results in more oscillatory behaviour. Whilst the oscillations might not increase tracking error, they
would likely increase actuator wear and decrease passenger comfort.

In summary of the comparison between TD3 and SAC it is not clear which algorithm performs better in
terms of speed of convergence (although empirical evidence seems to point towards TD3) and optimality
of the final policy, as the latter is task dependent. In practical terms however TD3 seems preferable over
SAC, which has the natural tendency to produce oscillatory policies because of its stimulation of entropy in
training. Therefore, TD3 will be used to develop a flight controller for the Flying V in the present research.
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Figure 3.4: TD3: Test results with various initial conditions of the final agent trained for attitude control of a flying wing using spanwise
blowing. The time histories of the agent’s actions are depicted. From [28].

Figure 3.5: SAC: Test results with various initial conditions of the final agent trained for attitude control of a flying wing using spanwise
blowing. The time histories of the agent’s actions are depicted. From [28].





4
Flight simulation and control of the

Flying V

To develop an AFCS that enhances the stability and control of the Flying V in a valuable way it is useful to
know the current state of the stability-and-control research for the Flying V, which this chapter therefore
summarises. The chapter also serves to become familiar with the to-be-controlled system, or the environ-
ment in the RL problem that will be formulated for this research, and to identify knowledge gaps. Lastly, from
this chapter the selection of one of the available flight simulation models for the Flying V follows.

Firstly, section 4.1 gives an overview of past and present research on design and modelling of the Flying
V, after which section 4.2 introduces its flight control system. Then section 4.3 presents the existing flight-
simulation models and discusses which model is most appropriate for the present research. Section 4.4 gives
a brief overview of existing automatic flight control systems for the Flying V. Lastly, section 4.5 summarises
the main findings on the flying and handling qualities of the Flying V that followed from previous research.

4.1. Past and present research on design and modelling
The Flying V is a V-shaped flying wing with two pressurised cabins and two engines. The cabins are located in
the wing’s leading edge and the engines at the trailing edge, on top of the wing to reduce noise propagation to
the ground. The Flying V design aims to outperform state-of-the-art commercial passenger aircraft designs
similar to that of the Airbus A350-900, mainly in terms of lift-to-drag ratio and structural weight. The aircraft
has a capacity of 314 passengers in a two-class configuration, a cruise speed of M=0.85, a range of 15,000 km
and a wing span of 64.75 m, all similar to those of the Airbus A350-900. Benad [9] carried out the preliminary
design of the Flying V with these requirements at TU Berlin, in collaboration with Airbus.

A subsequent aerodynamic design optimisation for cruise conditions by Faggiano et al. [32] resulted in an
estimated maximum lift-to-drag ratio of 23.7, which is 25% higher than that of the NASA Common Research
Model, a benchmark tube-and-wing aircraft model. The optimisation changed the proposal by Benad by
increasing the sweep angle, adding vertical fins with integrated rudders and using one oval cabin per wing
instead of two cylindrical ones.

To determine the Flying V’s stability-and-control characteristics at lower speeds Palermo and Vos [63]
tested a 4.6%-scale half-model in a low-speed wind tunnel. Their paper reports stability and control deriva-
tives, a proposed centre of gravity, as well as the trimmed and untrimmed maximum lift coefficients.

A later study into the optimal engine location and its effect on the Flying V’s aerodynamic characteristics
was carried out by Pascual and Vos [65]. An engine location that caused a 10% loss of aerodynamic efficiency
and limited the one-engine-inoperative yawing moment and thrust-induced pitching moment was selected.
Van Empelen and Vos [87] conducted further research into the aerodynamic effects of engine integration on
a 4.6%-scale model of the Flying V in a wind tunnel. The results revealed a significant effect of interference
between the engine and the wing. The interference effect was found to significantly effect drag, lift coefficient
and pitching moment coefficient.

Ruiz Garcia et al. [70] were the first to identify an aerodynamic model of the Flying V. They identified the
longitudinal static stability derivatives from wind tunnel measurements on the 4.6%-scale model of the Flying
V. Around the same time Cappuyns [18] developed an aerodynamic model of the Flying V in collaboration
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Figure 4.1: Illustration of the control surface layout and the outer dimensions of the Flying V. From [25] (this is an annotated version
obtained from [92]).

with Airbus, based on numerical simulations for the full-scale model of the Flying V, using the vortex lattice
method (VLM). He used the aerodynamic model for a handling-qualities analysis and concluded that lateral-
directional controllability was insufficient for a one-engine-inoperative situation and Dutch roll damping
was limited.

Currently four research projects on aerodynamic modelling and handling-qualities analysis of the Flying
V are ongoing. Van Overeem et al. [92] are developing an aerodynamic simulation model that integrates
the model based on VLM by Cappuyns with the model based on wind tunnel measurements by Garcia.
Van Overeem et al. subsequently use the simulation model to asses flying and handling qualities of the Flying
V for cruise and approach for various centre-of-gravity locations. Joosten [47] is performing both a theoret-
ical and a piloted assessment of lateral-directional handling qualities of the Flying V, using the aerodynamic
model developed by Cappuyns. Torelli [85] uses the same model for a theoretical and piloted assessment
of handling qualities as well, focusing on longitudinal dynamics instead. Lastly, Siemonsma [75] is trying to
identify an aerodynamic model of the Flying V based on flight tests performed with a radio-controlled scale
model [26].

4.2. Flight control system
The flight control system of the Flying V that will be considered for the research proposed in this report has
been sized by Cappuyns [18], who notes that control surface sizing has not been optimised yet and that fur-
ther research is required. Control surface sizing is not an objective of the present research however, so the
control surface dimensions proposed by Cappuyns will be used hereafter. Figure 4.1 shows that the flight
control system layout consists of two elevons (CS1 and CS2), a rudder and an engine for each wing.

Both elevons may in principle be used for both pitch and roll control, although control allocation dif-
fers per research project. Cappuyns adopted a conventional approach and allocated the inboard elevons
to pitch control (through symmetrical deflection), the outboard elevons to roll control (through asymmetri-
cal deflection) and the rudders to yaw control (through deflection in the same direction around the aircraft
body’s vertical axis). Joosten thereafter optimised control allocation by using the generalised inverse method
[27, 62].

For the present research several approaches to control allocation may be considered. As the controller will
be based on RL, a trial-and-error learning method, the first option is to leave the RL agent to learn the optimal
control allocation for each individual manoeuvre. This could be done by allowing the agent to deflect each
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control surface (and possibly also adjust the thrust setting) independently. The second option is to adopt the
optimised control allocation proposed by Joosten, which leaves less room for the RL agent to explore optimal
use of each individual control surface, but may speed up learning as with predetermined control allocation
the action space is smaller.

To allow the RL agent sufficient exploration of control allocation while still limiting the action space an in-
termediate option is proposed for the present research as a base case. Hereby the agent is allowed to deflect
each control surface individually, but control surfaces that are less relevant to the manoeuvre that is per-
formed during training are restricted (see also section 3.4). For example, if the Flying V were to learn a pure
roll motion, the range of the inboard elevons may be restricted. If it is discovered that learning in this setup
is unexpectedly slow or fast, the approach may be adjusted towards one of the first two options mentioned.

4.3. Simulation
To train a controller based on RL for the Flying V offline, as is the aim of the present research, a simulation
model is required. At the basis of flight simulation are the equations of motion of the aircraft, which include
the aircraft’s stability-and-control derivatives. For the stability-and-control derivatives of the Flying V three
sources are available, as introduced in section 4.1: fluid dynamics simulations around a full-scale numerical
model based on VLM [18], wind tunnel tests with a 4.6%-scale half-model [70] and in-flight tests from a radio
controlled 4.6%-scale model [75].

Three main types of simulation models of the Flying V are in use at Delft University of Technology at the
time of writing of this report. The first is based only on the stability-and-control derivatives obtained from
VLM [18]. The second expands the flight envelope of the first model by combining the derivatives obtained
from VLM with the derivatives obtained from wind tunnel measurements [92]. And the third is based on
the derivatives obtained from in-flight experimental data. A simulation model based on wind-tunnel mea-
surements only is not obtainable because not all stability-and-control derivatives could be obtained from the
wind-tunnel measurements [63].

For the present research one of the aforementioned simulation models will be used, as it does not fall
within the scope to develop or improve a simulation model of the Flying V. The simulation model based on
VLM only was chosen, for which the reasoning follows. In terms of modelling the largest region of the Flying
V’s flight envelope and thereby also capturing pitch break (see section 4.5), the model that combines VLM
and wind-tunnel-based aerodynamic stability-and-control derivatives is favourable. However, as the control
surface layout of the wind-tunnel model significantly differed from that of the VLM model (different dimen-
sions and three instead of two elevons), the non-linear effects of pitch break on control surface effectiveness
is not captured by the combined model, which uses the layout of the VLM model as a baseline. Although it
would be relevant to develop an RL controller to augment stability of the Flying V when pitch break occurs,
the limited fidelity of control surface effectiveness in this region of the flight envelope will likely result in a
controller that would not translate well to the real world, thereby limiting the relevance of the results.

Moreover, the simulation model based on only VLM allows fully independent control surface deflection,
whereas the combined model does not. As also discussed in section 4.2 RL has the potential to learn to
effectively use the different control surfaces by trial and error and thereby potentially increase control effec-
tiveness, which has proven to be a limiting factor for the Flying V [47].

From the simulation model of the Flying V 12 states can be obtained, describing the position, velocity,
Euler angles and angular rates. The states can be manipulated through deflection of the three pairs of control
surfaces (see section 4.2) and the thrust setting.

4.4. Existing automatic flight control systems
Three previous efforts to automate flight control of the Flying V, all focused on augmentation of stability or
control, are described here. Firstly Torelli [85] developed a stability-and-control-augmentation system (SCAS)
for longitudinal motions by designing a pitch-rate controller based on PID. He notes that the controller has
not been extensively tuned and that it relies heavily on model accuracy. Moreover, he notes that control
surface deflections with the implemented SCAS are "too large", but does not give further specifics.

Joosten [47] developed a lateral-directional SAS by designing a roll damper, a yaw damper and a sideslip
feedback system. He notes that the SAS notably improves stability, but at the cost of manoeuvrability. Specif-
ically the Dutch roll was successfully augmented, but none of the manoeuvrability requirements. He con-
cludes that further optimisation of control allocation might increase manoeuvrability, but doubts if it will be
sufficient, suggesting a resizing of the control surfaces.



58
4. Flight simulation and control of the

Flying V

Lastly Van Overeem et al. [91] developed an SCAS based on INDI. The SAS consists of an airspeed con-
troller (based on PID) and angular rate controllers. The control augmentation system (CAS) consists of a roll
angle, flight path angle and sideslip angle controller. Van Overeem et al. focused specifically on the approach
flight condition and the most forward centre-of-gravity location.

4.5. Flying and handling qualities
Due to its tailless configuration, the Flying V naturally suffers from a relatively low longitudinal and lateral-
directional dynamic stability. Due to the absence of a horizontal tailplane the short period and phugoid
modes of the Flying V have a low damping coefficient [85, 92]. Similarly, due to the absence of a vertical
tailplane the Dutch roll mode of the Flying V has a low damping coefficient [47]. As a result of the relatively
low damping of the short-period, phugoid and Dutch roll modes of the Flying V would not meet current
regulatory requirements in some crucial flight conditions and centre-of-gravity locations [47, 92] without a
stability-augmentation system (SAS). However, Van Overeem et al. [92] showed that with an SAS (see section
4.4) the dynamic modes tested could be augmented such that they were stable and Joosten [47] showed that
the augmented Dutch roll damping complied with regulations (specifically MIL-HDBK-1797), while the spiral
complied both with and without an SAS.

Aside from the dynamic-stability issues mentioned above, wind-tunnel tests showed that the Flying V also
becomes longitudinally statically unstable at angles of attack larger than 19 degrees (known as pitch break),
due to vortex formation over the wing, shifting the aerodynamic centre forward [63]. However, the same tests
showed that the Flying V’s control surfaces remained effective up to the maximum lift coefficient, indicating
that an SAS could solve this static-stability issue as well. It is hard to prove in simulation that stability aug-
mentation can correct the Flying V’s pitch break though, as modelling of this non-linear phenomenon will
likely result in large model uncertainties.

The augmentation of an aircraft’s stability and control requires a trade-off between stability and manoeu-
vrability. Joosten [47] found that lateral-directional manoeuvrability of the Flying V does not comply with
regulations (specifically CS-25), both with and without the SAS that he designed, while other authors do not
report manoeuvrability assessments. Therefore a knowledge gap seems to exist, as no existing SCAS of the
Flying V properly addresses manoeuvrability requirements. Although the limiting factor for manoeuvrability
may be the tuning of existing SCASs, the limiting factor may also be the undersizing of the Flying V’s control
surfaces.
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Before trying to train a TD3 agent to control the Flying V - a 6-degree-of-freedom environment with non-
linear and coupled dynamics - a TD3 agent will be trained in a simpler environment. Training in a simpler
environment first has two goals. Firstly, training in a simple environment facilitates testing of the effect of ad-
justing the hyperparameters of TD3, as training runs cost relatively little time, and thereby addresses research
question 3(f). And secondly, training in a simple environment allows easy identification of implementation
errors. A simple environment is thereby good practice ground for implementation of an RL algorithm.

This chapter starts with section 5.1, which introduces the simulated environment: a rotating rod. There-
after section 5.2 introduces the formulation of the RL problem for this preliminary analysis. Section 5.3 then
presents an empirical study of the function of four key hyperparameters of TD3, followed by section 5.4,
which presents a validation of a trained agent.

5.1. Simulated environment
The environment that the TD3 agent will control for this preliminary analysis is a rotating uniform rod, hang-
ing from a frictionless hinge that is located at its end, as displayed in Figure 5.1. The rod has mass m and
length l . Its angle with the vertical is given by θ and the rod can be manipulated by applying a torque T at the
location of the hinge.

The dynamics of the rotating rod can be simulated by performing Euler integration over its angular veloc-
ity, which can in turn be obtained from Euler integration over its angular acceleration, according to

θ̇ = θ̇+ θ̈∆t , (5.1)

Figure 5.1: A schematic representation of the environment: a rotating uniform rod, hanging from a frictionless hinge that is located at its
end.
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θ = θ+ θ̇∆t , (5.2)

where θ̈ and θ̇ are the first and second derivative of θ and ∆t is a time step. θ̇ is clipped between θ̇mi n <
θ̇ < θ̇max.

An expression for θ̈, required for Equation 5.1, can be obtained by deriving the equations of motion of the
rod. Starting from Newton’s second law for rotational motion,

M = I θ̈,

where I is the moment of inertia of the rod with respect to its end, which is equal to 1
3 ml 2 and M is the

total moment around the rod’s end. The rod’s weight mg , where g is the gravitational acceleration, has a
component perpendicular to the rod equal to mg sinθ and a moment arm equal to 1

2 l . Newton’s second law
can therefore be written as

1

2
l mg sinθ+T = 1

3
ml 2θ̈,

which can be rearranged to

θ̈ = 3g

2l
sinθ+ 3

ml 2 T. (5.3)

So, in summary, with the current angle θ and the applied torque T the new angular velocity and new angle
can be simulated by subsequently applying Equation 5.3, Equation 5.1 and Equation 5.2. Simulations were
run with randomly initialised episodes with a length of 200 time steps.

5.2. RL problem
The goal of the TD3 agent for this preliminary analysis is to swing up the rod to the vertical position, equiva-
lent to a zero angle θ. The accompanying reward function is defined as

r =−(
θ2 +0.1θ̇2 +0.001T 2) , (5.4)

in which θ is normalised to [−π,π]. The reward function includes penalties for a high rotational velocity and
a high torque, to prevent aggressive control signals. With this definition of the reward function the maximum
reward per transition transition is 0 and the minimum reward per transition is −(π2 + 0.1 · 82 + 0.001 · 22) ≈
−16.27.

The observation space available to the agent consists of the length-normalised x- and y-positions of the
rod and its angular velocity. It is defined as

[
cosθ, sinθ, θ̇

]
. The agent has a one-dimensional continuous

action space, which is clipped between a minimum and maximum torque value: Tmi n < T < Tmax .
All constants that have been used to define the simulated environment and the RL problem for this pre-

liminary analysis are given in Table 5.1.

Table 5.1: The constants used to define the simulated environment and the RL problem for this preliminary analysis.

Symbol Description Value
g gravitational acceleration 10 m

s2

m mass of rod 1kg
l length of rod 1m
∆t time step 0.05s
θ̇max max speed 8r ad/s
Tmax max torque 2N m

5.3. Hyperparameters
An important advantage of TD3 over its predecessor DDPG is that TD3 is less sensitive with respect to the
settings of its hyperparameters. This brings TD3 closer to a universal RL algorithm, which facilitates its ap-
plication to new domains, such as flight control of the Flying V. However, the hyperparameter settings of TD3
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cited by its designers were tuned for a set of standard (MuJoCo) benchmark problems and were at the same
time chosen to resemble the original hyperparameters of DDPG [77] to allow a fair comparison [36].

Improving TD3’s hyperparameter settings for flight control of the Flying V may increase its sample effi-
ciency and may allow the TD3 agent to, for example, escape a local optimum. Therefore, it is useful to study
the function of TD3’s hyperparameters. This section presents an empirical study of three of TD3’s hyperpa-
rameters, specifically the

• learning rate,

• exploration noise,

• discount rate and

• batch size.

The rotating-rod problem introduced in the previous section facilitates a study of the effect of hyperpa-
rameter settings on learning, as a TD3 agent requires relatively little time to converge to a good reward for this
problem and therefore several training runs may be performed in a short amount of time. Learning in a TD3
agent involves several random processes, such as exploration noise, target policy smoothing and random
ANN initialisation. Moreover, episodes for this preliminary analysis were initialised randomly (to increase ex-
ploration of the state space). Therefore, multiple training runs are required to allow a useful analysis of each
hyperparameter setting.

5 training runs of each 10,000 steps were performed for each hyperparameter setting. For each set of
5 runs a single hyperparameter was adjusted either downward or upward with respect to the benchmark
hyperparameter, as presented by subfigures a-c of figures 5.2-5.5. Subfigures d of figures 5.2-5.5 show one
representative run (chosen from the runs displayed in subfigures a-c) for each hyperparameter setting in
a single plot and thereby allow a direct comparison of the three hyperparameter settings. The benchmark
hyperparameter settings are the settings cited by Fujimoto et al. [36].

The mean reward was calculated by averaging the reward per episode over 10 episodes. The rewards were
sampled in a separate evaluation environment, to exclude the effect of the exploration noise used during
training. A mean reward of around -200, corresponding to an average error in the angle of the rod of 1 r ad
per time step, was considered as solving the problem. The mean-reward curves displayed by subfigures a-c
of figures 5.2-5.5 have been smoothed to increase legibility. The actual mean-reward values are visualised
with transparent lines. The mean-reward curves displayed by subfigures d of figures 5.2-5.5 have not been
smoothed, to accentuate decreased learning stability caused by some hyperparameter settings.

The learning rate is a step-size parameter that controls how large the update of TD3’s ANN parameters is
with respect to their estimated error. A learning rate of 0.1 would mean that the ANN parameters are updated
10% of the estimated weight error at each weight update. For this analysis the same learning rate was used
for the actor and the critic networks and the ANN parameters were optimised using Adam [49]. As illustrated
by Figure 5.2 a small learning rate may result in stable, but slow learning. The mean reward obtained after
10,000 steps is much lower than for the benchmark runs, although for most runs the mean reward steadily
progresses during training. However, as exemplified by the dark-red mean-reward curve in Figure 5.2b, a
small learning rate may also result in learning getting stuck on a low reward value. A large learning rate, on
the other hand, may lead to unstable learning. The mean-reward curves in Figure 5.2c show relatively large
fluctuations and no visible progression over time. The large fluctuations may be explained by excessively
large updates at each step. As illustrated by Figure 5.2d, both a small and a large learning rate generally result
in slower learning than the benchmark learning rate.

The exploration noise controls how much the TD3 agent explores by augmenting action selection with
added noise. For this analysis unbiased Gaussian noise was used, as opposed to the Ornstein-Uhlenbeck
noise used in DDPG (on which TD3 is based), as the Fujimoto et al. [36] found that Ornstein-Uhlenbeck
noise does not offer an advantage. The noise was varied by adjusting the standard deviation of the Gaussian
distribution. As illustrated by Figure 5.3 a small amount of exploration noise may lead to slow learning, as the
agent has a lower chance of discovering good actions by chance early in the training process, when the policy
is still far from optimal. Moreover, a small amount of exploration noise may cause an agent to get stuck in
a local optimum, as exemplified by the orange learning curve in Figure 5.3b. A large amount of exploration
noise, on the other hand, seems to slightly speed up learning in some training runs on the rotating-rod prob-
lem and may therefore be considered as a strategy for problems that involve hard-to-escape local optima.
A large amount of exploration noise may provide an added benefit on non-stationary problems, such as an
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(a) Benchmark: learning rate = 0.001 (b) Small: learning rate = 0.0001 (c) Large: learning rate = 0.01

(d) Benchmark (orange), small (blue) and large
(red) learning rates compared

Figure 5.2: The mean-reward curve for a TD3 agent on the rotating-rod problem, for various settings of the learning rate. x-axis: time
steps, y-axis: mean reward.

aircraft that experiences turbulence, by then stimulating the agent to search for better actions, outside of the
learned policy. Figure 5.3d shows that a large amount of exploration noise does however lead to a noisier
mean-reward curve, which should be taken into consideration if learning is done online.

(a) Benchmark: standard deviation = 0.1 (b) Small: standard deviation = 0.001 (c) Large: standard deviation = 1

(d) Benchmark (orange), small (blue) and large
(red) standard deviations compared

Figure 5.3: The mean-reward curve for a TD3 agent on the rotating-rod problem, for various settings of the exploration noise. x-axis:
time steps, y-axis: mean reward.

The discount rate controls how far the TD3 agent looks in the future for estimating values. A small discount
rate creates an agent that favours immediate rewards, whereas a large discount rate creates an agent that
weighs rewards farther in the future more heavily, as discussed in section 2.2. As illustrated by Figure 5.4, a
discount rate that is small may lead to slow learning and potentially to never reaching a high mean reward, as
the agent does not take into account the long-term consequences of actions enough. A large discount rate, on
the other hand, leads to fast learning to a high mean reward in some runs, but to noisy learning in others. The
noisy runs may be explained by the fact that the agent relates rewards in the distant future to recent actions,
while these recent actions may in reality have little influence on states and rewards in the distant future.

The batch size controls how many transitions (s, a,r, s′) are sampled from the TD3 agent’s replay buffer for
each update. A small batch may not contain enough information to learn how to control the RL problem and
may therefore lead to no, or, as illustrated in Figure 5.5, slow learning. The effect of a large batch size is more
nuanced. The mean-reward curve displayed in Figure 5.5 for a large batch size does not show slow learning.
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(a) Benchmark: discount rate = 0.99 (b) Small: discount rate = 0.95 (c) Large: discount rate = 0.999

(d) Benchmark (orange), small (blue) and large
(red) discount rates compared

Figure 5.4: The mean-reward curve for a TD3 agent on the rotating-rod problem, for various settings of the discount rate. x-axis: time
steps, y-axis: mean reward.

However, a large batch size has empirically been shown to lead to poor generalisation and should therefore
be avoided [48].

(a) Benchmark: batch size = 100 (b) Small: batch size = 32 (c) Large: batch size = 256

(d) Benchmark (orange), small (blue) and large
(red) batch sizes compared

Figure 5.5: The mean-reward curve for a TD3 agent on the rotating-rod problem, for various settings of the batch size. x-axis: time steps,
y-axis: mean reward.

Although for the purpose of empirically studying the function of the key hyperparameters of TD3 the
hyperparameters were held at a steady value, varying hyperparameters during training can be a way to speed
up learning. The learning rate may be decreased during training, to stimulate fast learning at the beginning
but decrease variance later, once the agent converges to a desirable reward. A similar rationale can be applied
to the exploration noise.

5.4. Validation
To validate that the TD3 agent it should be tested in several test environments with random initialisations, to
ensure the agent has not overfitted on the initialisations experienced in training. Moreover, in this way it can
be validated that the agent actually learns a desirable policy at a mean reward of approximately -200 and the
agent does not learn any additional undesirable behaviour.

Figure 5.6 shows a representative test run of a TD3 agent trained on the rotating-rod problem with a
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final mean reward during training of approximately -200. The rod is vertical and upright if y = 1, which is
achieved after approximately 30 seconds. In all validation runs the TD3 showed a similar solution, in which,
after swinging the rod upright in one go, the rod was held at a slight angle by applying a small torque of
approximately 1 Nm. The agent apparently finds that it can achieve a high reward by keeping the angular
velocity, which is penalised through the reward function definition (Equation 5.4), close to zero, rather than
letting the rod oscillate around the zero angle.

(a) y vs. time (b) Torque vs. time

Figure 5.6: A simulation of a representative agent with a mean reward of approximately -200 (specifically -212) in a randomly initialised
test environment. The agent eventually learns to hold the rod at a slight angle by applying a small torque.

The solution found by the TD3 agent demonstrates how RL agents may find surprising solutions, which
can be both an advantage and a disadvantage. An advantage is that an RL agent may find solutions to prob-
lems for which the designer does not know the shape of a solution a priori. A disadvantage is that if the
designer does not properly define the goal of an RL agent, the agent may find a solution with unforeseen
undesirable consequences.

5.5. Conclusions
This chapter demonstrated that a TD3 agent can solve the rotating-rod problem in simulation by properly
defining the goal of the agent through the reward function. The implementation of a TD3 agent on simulated
dynamics of a real-world system offered practical experience that may be valuable for TD3’s implementation
on a simulation of the Flying V in the main phase of this thesis research. Moreover, the chapter showed how
TD3’s hyperparameters may be adjusted to increase learning speed or stability or to help the agent escape a
local optimum. Finally, the solution found by the TD3 agent presented in this chapter demonstrated how an
RL agent may find surprising solutions, which may be to the designer’s advantage or disadvantage.
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6
Two elevon pairs as two independent

actions

The results presented in this chapter serve to explore how a TD3 agent learns to control altitude if it is given
control over two actions: the inboard-elevon-angle δei and the outboard-elevon-angle δeo , whereby the left
and right elevon of each pair were deflected symmetrically.

In every training run performed for this research, the TD3 agent learned a control policy that resulted
in behaviour similar to the behaviour shown in Fig. 6.1b, whereby the outboard elevons were deflected in
the direction opposite to the direction of the inboard elevons. As Fig. 6.1a shows, deflecting the inboard and
outboard elevons in opposite directions is a reasonably effective strategy for controlling altitude. The mean-
absolute-reference-tracking error for the response shown in Fig. 6.1 was 4.4 m, which is 1.4 m higher than the
error of the controller presented in the scientific paper in this report, for the same reference signal. However,
the simulation model of the Flying V used to produce Fig. 6.1 simulated ideal actuators, unlike the simulation
model used for the results in the scientific paper. Therefore, control for the controller presented in the present
chapter was easier.

The main reason for pursuing the development of a controller that controlled only the inboard elevons
was, however, that the control policy shown in Fig. 6.1 is aerodynamically less efficient, due to the large deflec-
tions of both elevon pairs. Altitude control with only the inboard elevons showed at least as good a tracking
performance as control with both elevon pairs, with a higher aerodynamic efficiency. Moreover, as Fig. 6.1c
shows, oscillations of the pitch angle are barely damped, which has a negative effect on passenger comfort.

Figure 6.2 shows a different policy learned by a TD3 agent that had control over both elevon pairs, again
with the assumption of ideal actuators. Here the behaviour favours less oscillations in the elevon deflection
(see Fig. 6.2b) than the policy shown in Fig. 6.1b. The pitch rate signal shown in Fig. 6.2d also has a smaller
amplitude than the pitch rate shown in Fig. 6.1d. The less oscillatory policy was achieved by engineering the
reward function of the TD3 agent. Hereby the agent received a reward of 2 if the absolute altitude error was
smaller than 2 m, a reward of 5 if the absolute altitude error was smaller than 5 m, and a reward of 0 otherwise.
The reason for learning a policy with relatively little oscillation may be that because the agent would receive
zero reward for altitude errors larger than 5 m, it learned to avoid overshooting the reference signal, by using
small control signals.
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(a) Altitude (b) Inboard-elevon-deflection angle

(c) Pitch angle (d) Pitch rate

(e) Angle of attack (f) True airspeed

Figure 6.1: Response of a single-loop altitude controller based on TD3, with direct control over the deflection angle of both elevon pairs
of the Flying V.

(a) Altitude (b) Inboard-elevon-deflection angle

(c) Pitch angle (d) Pitch rate

(e) Angle of attack (f) True airspeed

Figure 6.2: Response of a single-loop altitude controller based on TD3, with direct control over the deflection angle of both elevon pairs
of the Flying V.



7
Direct control of the inboard-elevon angle

Figure 7.1 shows the response of a single-loop altitude control based on TD3, with the action defined as a
direct command for inboard elevon angle. The agent was hereby able to track the altitude reference signal
with a mean absolute error of 3.3 m. As Fig. 7.1b shows, direct control over the elevon angle allows the agent
to change the elevon deflection very rapidly. All training runs performed for this research in which the agent
was given direct control over the elevon angle, resulted in similarly high-gain control policies.

As rapid oscillations in the elevon deflection angle are not realistically possible, due to physical limita-
tions of the elevon actuator, nor desirable due to the high actuator wear and low passenger comfort they
would cause, several strategies for mitigating the oscillations in the policy were investigated for this research.
Firstly, the elevon rate was calculated at each time step and a reward penalty was given if the rate exceeded
certain limits. Secondly, a rate limiter was implemented in the actuator simulation model. Thirdly, several
training reference signal shapes were tested, to investigate whether smoother reference signal shapes during
training (such as a sinusoidal signal) would lower the level of oscillation in the policy learned. However, all
the aforementioned strategies did not offer a solution to the oscillatory policy. Formulating the action as a
change in elevon angle, rather than the direct angle, did however consistently result in less oscillatory poli-
cies. This action formulation was therefore used to develop the policy used to produce the results presented
in the scientific paper included in this thesis report.
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(a) Altitude (b) Inboard-elevon-deflection angle

(c) Pitch angle (d) Pitch rate

(e) Angle of attack (f) True airspeed

Figure 7.1: Response of a single-loop altitude controller based on TD3, with direct control over the deflection angle of only the inboard-
elevon pair of the Flying V.
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8
Conclusion

This final chapter summarises the most important conclusions of this report, which together address and
in some cases fully answer the research questions. The introduction of this report firstly answers research
question 1(a): "What are the problem characteristics that dictate the choice of method?" as follows. For novel
aircraft such as the Flying V the model uncertainties are relatively large, the dynamics are non-linear and
complex and the shape of a solution is not necessarily known a priori. Therefore, reinforcement learning is
an appropriate method for improving the stability and control characteristics of a flying wing as passenger
carrier. Thereafter the introduction continues by motivating the choice for offline learning and thereby an-
swering research question 1(b): "Based on the identified problem characteristics, is learning online or offline
more suitable?" as follows. Offline learning generally results in lower failure rates than online learning and
offline learning allows more straightforward validation than online learning. Moreover, offline learning can
handle more complex control tasks, especially if a deep reinforcement learning method is used. Lastly, offline
learning does not involve the danger of trying unsafe control signals for online exploration.

The body of this report thereafter starts with a literature study and firstly answers research question 1(c):
"What is the preliminary knowledge of reinforcement learning required to make an informed choice among
existing reinforcement learning algorithms?" by explaining the agent-environment interaction and mathe-
matically defining the reinforcement-learning problem as a Markov decision process. Thereafter the litera-
ture study progressively introduces more advanced techniques to solve MDPs to build up a set of tools with
which relatively sample-efficient model-free reinforcement learning algorithms can be designed for large and
optionally continuous state and action spaces.

With the fundamental knowledge covered, the literature study continues by addressing research question
1(d): "What are the most promising state-of-the-art algorithms for the learning setting (online or offline) de-
termined from question 1(c)?" as follows. Model-free algorithms are arguably more promising for the present
research and TD3 and SAC are both capable of obtaining high rewards in complex benchmark environments
with relatively few samples. However, the stochastic nature of SAC makes it less suitable for flight control, as
the stochasticity may result in oscillatory behaviour, even if training is performed offline.

After covering the choice of an algorithm, the literature study addresses research question 1(e): "How
can these algorithms solve flight-control problems that involve non-linear, coupled dynamics?". Although
challenges such as a low sample efficiency, avoiding overfitting and ensuring safety of exploration remain,
it is feasible to apply model-free reinforcement learning to a non-linear flight control problem. Moreover,
to answer research question 1(f): "How robust are these algorithms to uncertainties?", these algorithms are
shown to be relatively robust to model uncertainties, even severe unmodelled failures, in previous research.

The literature study thereafter addresses research question 3(b): "How can the states and control signals
defined in the simulation model of the Flying V be used to formulate the states and actions in a reinforcement-
learning problem?" and concludes that the size of the state vector influences learning speed. Moreover, lim-
iting the action space based on domain knowledge can speed up learning and appropriate formulation of
the action can prevent aggressive control signals. A discussion of the reward function follows, by discussing
research question 3(c): "How can the reward functions be defined?". The literature study concludes that
penalty terms in the reward function offer an additional way to prevent aggressive control signals.

Training strategies are covered next, as the report concludes that an answer to research question 3(d):
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"How can the controller be structured, i.e. cascaded or not, to exploit the ability of RL to learn a complex task
with minimal input from the human expert?" is that single-controller structure is the best structure to investi-
gate the ability of RL to learn flight control as autonomously as possible. Also, an answer to research question
3(e): "How can a training strategy be devised that increases sample efficiency and ease of implementation?"
is that episodic learning offers a good way of controlling exploration of the state space and curriculum learn-
ing may optionally be pursued if learning the target task directly proves too challenging for the TD3 agent.
Research question 3(g): "Are the available computational resources sufficient?" is subsequently briefly dis-
cussed. Computational requirements will likely be too high for online learning, but offline learning in terms
of computational requirements seems feasible.

The literature study provided an answer to research question 3(a): "What existing simulation model of
the Flying V is most suited for this research?" by selecting a simulation model based on the Vortex Lattice
Method. The existing AFCSs for the Flying V are analysed to identify knowledge gaps and answer research
question 2(a): "What are the flying and handling qualities of the Flying V with existing AFCSs?". Specifically,
the analysis finds that manoeuvrability is not properly addressed in existing AFCSs for the Flying V.

Following the literature study a preliminary analysis is reported, in which four key hyperparameters of
TD3 are analysed: the learning rate, the exploration noise, the discount rate and the batch size. Thereby
research question 3(f): "How do the hyperparameter settings affect learning efficiency and stability?" is ad-
dressed, as four hyperparameters’ settings are empirically studied in a simple environment.

By answering the aforementioned research questions the literature study aims to provide a solid founda-
tion for the experimental research phase: the development of an automatic altitude controller based on TD3,
using a simulation model of the Flying V that was obtained from the Vortex Lattice Method.

The experimental research phase is reported in the form of a scientific paper, which firstly answers research
question 2(b): "How can the states and control signals defined in the simulation model of the Flying V be used
to formulate the states and actions in a reinforcement-learning problem?" and 2(c): "How can the reward
function be defined?" by specifying the observation vector, action, and reward function used to successfully
develop an RL altitude controller, as presented in the scientific paper.

To assess how well the altitude controller performs on a nominal simulation model of the Flying V, the
scientific paper firstly addresses research question 3(a): "What metrics are most suited to characterise per-
formance?" by choosing the mean-absolute-altitude-tracking error for a reference signal that simulates rep-
resentative climb and descent commands for aircraft with a flight envelope similar to the Flying V. The results
show that the controller has a mean-absolute-reference-tracking error of 3.0 m. Moreover, the results indi-
cate that the TD3 controller is robust to aerodynamic-model uncertainty of at least the same level for which
incremental non-linear dynamic inversion (INDI) was shown to be robust in previous research. Thereby re-
search question 3(b): "How does the flight control system compare to a flight control system that is based on
a different method?" is addressed.

Thereafter, to assess the robustness of the presented altitude controller, the scientific paper firstly ad-
dresses research question 4(a): "How well does the nominal flight control system perform on the "real sys-
tem", i.e., an altered version of the simulation model of the Flying V that is used to simulate a sim-to-real
transfer?" by simulating aerodynamic-model uncertainty and showing results that indicate that the altitude
controller is robust to aerodynamic-model uncertainty.

Secondly, to address research question 4(b): "How well does the nominal flight control system perform
under measurement noise or bias?" the scientific paper shows that biased sensor noise has a minimal effect
on altitude-reference-tracking error. Moreover, the paper shows that the altitude controller can follow various
shapes of reference signals in the presence of biased sensor noise, thereby also addressing research question
4(c): "How well does the nominal flight control system perform in response to various shapes of altitude-
reference signals?".

Thirdly, research question 4(d): "How well does the nominal flight control system perform if initial flight
conditions deviate from the nominal (trimmed) initial flight conditions?" is answered by showing the altitude-
reference-tracking error for deviations from the nominal (trimmed) initial flight condition. Thereby the re-
sults show that small deviations that would realistically be caused by atmospheric disturbances do not cause
a large increase in tracking error nor cause the controller to force the Flying V into a dangerous flight condi-
tion. However, the results also show that a large increase in initial altitude - compared to the altitude simu-
lated during training of the TD3 agent - can significantly worsen performance of the altitude controller.

To conclude, this contribution shows that a single-loop controller based on TD3 can successfully learn al-
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titude control of a non-linear simulation model of the Flying in an offline setting. Hereby the controller only
observes the altitude-tracking error, the pitch angle, the pitch rate, and the elevon-deflection angle. The re-
sults also show that the controller is robust to aerodynamic-model error, sensor noise, various shapes of the
altitude-reference signal, and unfavourable initial flight conditions. Therefore, the research presented in this
paper suggests that deep-reinforcement learning and in particular TD3 has the potential to be used for cre-
ating robust flight controllers. However, several questions remain open to investigation.

Recommendations for further research include the following. Firstly, to build on the research presented in
this report it is suggested to investigate how robust a controller with the structure proposed in this research
is to faults and atmospheric disturbances that were not simulated for this research. Furthermore, to increase
the applicability of the controller to a wider variety of flight regimes it is recommended to investigate the
addition of airspeed and height in the observation and to train at various altitudes and airspeeds, and with
various centre-of-gravity locations. Thereby, to prevent the problem from becoming too inconsistent during
training and too complex for the TD3 agent to find a successful policy, it is recommended to use a learning
curriculum. The learning curriculum may include progressively more difficult initial conditions, atmospheric
disturbances and a varying aerodynamic model to increase robustness of the learned policy. Lastly, it is rec-
ommended to investigate how the Flying V controlled by a TD3 agents performs with respect to regulatory
requirements on flying and handling qualities.

Secondly, to start a research project on a different subject, similar to the subject presented in this re-
port, the following suggestions are made. For example, the use of TD3 or similar RL algorithms for lateral-
directional control or a combination of lateral-directional and longitudinal control may be investigated. Al-
ternatively, an RL controller similar to the controller presented in the present report may be developed, based
on a different (or several different) RL algorithm(s), to allow direct comparison of the performance between
the algorithms. Moreover, adaptive control for the Flying V may be investigated with the use of a more
sample-efficient algorithm than TD3. Hereby it is recommended to study available model-based RL algo-
rithms. Lastly, another suggestion is to investigate a combination of offline and online learning, in which an
RL agent is trained on simulated disturbances offline, but also allowed to adjust the offline-learned policy
during flight, to allow adaptation to the real world.
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